**Stacks & Queues**

# 1. Implement Stack from Scratch

Following example shows how to implement stack by creating user defined push() method for entering elements and pop() method for retrieving elements from the stack.

public class MyStack {

private int maxSize;

private long[] stackArray;

private int top;

public MyStack(int s) {

maxSize = s;

stackArray = new long[maxSize];

top = -1;

}

public void push(long j) {

stackArray[++top] = j;

}

public long pop() {

return stackArray[top--];

}

public long peek() {

return stackArray[top];

}

public boolean isEmpty() {

return (top == -1);

}

public boolean isFull() {

return (top == maxSize - 1);

}

public static void main(String[] args) {

MyStack theStack = new MyStack(10);

theStack.push(10);

theStack.push(20);

theStack.push(30);

theStack.push(40);

theStack.push(50);

while (!theStack.isEmpty()) {

long value = theStack.pop();

System.out.print(value);

System.out.print(" ");

}

System.out.println("");

}

}

Result

The above code sample will produce the following result.

50 40 30 20 10

# 2. Implement Queue from Scratch

[Queue](http://en.wikipedia.org/wiki/Queue_%28data_structure%29)is a linear structure which follows a particular order in which the operations are performed. The order is **F**irst **I**n **F**irst **O**ut (FIFO).  A good example of queue is any queue of consumers for a resource where the consumer that came first is served first.   
The difference between stacks and queues is in removing. In a stack we remove the item the most recently added; in a queue, we remove the item the least recently added.  
**Operations on Queue:**   
Mainly the following four basic operations are performed on queue:  
**Enqueue:**Adds an item to the queue. If the queue is full, then it is said to be an Overflow condition.   
**Dequeue:** Removes an item from the queue. The items are popped in the same order in which they are pushed. If the queue is empty, then it is said to be an Underflow condition.   
**Front:**Get the front item from queue.   
**Rear:** Get the last item from queue.   
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**Applications of Queue:**   
Queue is used when things don’t have to be processed immediately, but have to be processed in **F**irst **I**n**F**irst **O**ut order like [Breadth First Search](http://en.wikipedia.org/wiki/Breadth-first_search). This property of Queue makes it also useful in following kind of scenarios.  
**1)** When a resource is shared among multiple consumers. Examples include CPU scheduling, Disk Scheduling.   
**2)**When data is transferred asynchronously (data not necessarily received at same rate as sent) between two processes. Examples include IO Buffers, pipes, file IO, etc.  
See [this](http://introcs.cs.princeton.edu/43stack/)for more detailed applications of Queue and Stack.  
**Array implementation Of Queue**   
For implementing queue, we need to keep track of two indices, front and rear. We enqueue an item at the rear and dequeue an item from the front. If we simply increment front and rear indices, then there may be problems, the front may reach the end of the array. The solution to this problem is to increase front and rear in circular manner.

// CPP program for array

// implementation of queue

#include <bits/stdc++.h>

using namespace std;

// A structure to represent a queue

class Queue {

public:

int front, rear, size;

unsigned capacity;

int\* array;

};

// function to create a queue

// of given capacity.

// It initializes size of queue as 0

Queue\* createQueue(unsigned capacity)

{

Queue\* queue = new Queue();

queue->capacity = capacity;

queue->front = queue->size = 0;

// This is important, see the enqueue

queue->rear = capacity - 1;

queue->array = new int[queue->capacity];

return queue;

}

// Queue is full when size

// becomes equal to the capacity

int isFull(Queue\* queue)

{

return (queue->size == queue->capacity);

}

// Queue is empty when size is 0

int isEmpty(Queue\* queue)

{

return (queue->size == 0);

}

// Function to add an item to the queue.

// It changes rear and size

void enqueue(Queue\* queue, int item)

{

if (isFull(queue))

return;

queue->rear = (queue->rear + 1)

% queue->capacity;

queue->array[queue->rear] = item;

queue->size = queue->size + 1;

cout << item << " enqueued to queue\n";

}

// Function to remove an item from queue.

// It changes front and size

int dequeue(Queue\* queue)

{

if (isEmpty(queue))

return INT\_MIN;

int item = queue->array[queue->front];

queue->front = (queue->front + 1)

% queue->capacity;

queue->size = queue->size - 1;

return item;

}

// Function to get front of queue

int front(Queue\* queue)

{

if (isEmpty(queue))

return INT\_MIN;

return queue->array[queue->front];

}

// Function to get rear of queue

int rear(Queue\* queue)

{

if (isEmpty(queue))

return INT\_MIN;

return queue->array[queue->rear];

}

// Driver code

int main()

{

Queue\* queue = createQueue(1000);

enqueue(queue, 10);

enqueue(queue, 20);

enqueue(queue, 30);

enqueue(queue, 40);

cout << dequeue(queue)

<< " dequeued from queue\n";

cout << "Front item is "

<< front(queue) << endl;

cout << "Rear item is "

<< rear(queue) << endl;

return 0;

}

**Output:**

10 enqueued to queue

20 enqueued to queue

30 enqueued to queue

40 enqueued to queue

10 dequeued from queue

Front item is 20

Rear item is 40

**Complexity Analysis:**

* **Time Complexity:**

**Operations** **Complexity**

Enque(insertion) O(1)

Deque(deletion) O(1)

Front(Get front) O(1)

Rear(Get Rear) O(1)

* **Auxiliary Space:** O(N).   
  N is the size of array for storing elements.

Pros of Array Implementation:

1. Easy to implement.

Cons of Array Implementation:

1. Static Data Structure, fixed size.
2. If the queue has a large number of enqueue and dequeue operations, at some point (in case of linear increment of front and rear indexes) we may not be able to insert elements in the queue even if the queue is empty (this problem is avoided by using circular queue).

# 3. Implement 2 stack in an array

Create a data structure *twoStacks*that represents two stacks. Implementation of *twoStacks*should use only one array, i.e., both stacks should use the same array for storing elements. Following functions must be supported by *twoStacks*.  
push1(int x) –> pushes x to first stack   
push2(int x) –> pushes x to second stack  
pop1() –> pops an element from first stack and return the popped element   
pop2() –> pops an element from second stack and return the popped element  
Implementation of *twoStack*should be space efficient.

## Solution:

**Method 1 (Divide the space in two halves)**   
A simple way to implement two stacks is to divide the array in two halves and assign the half space to two stacks, i.e., use arr[0] to arr[n/2] for stack1, and arr[(n/2) + 1] to arr[n-1] for stack2 where arr[] is the array to be used to implement two stacks and size of array be n.   
The problem with this method is inefficient use of array space. A stack push operation may result in stack overflow even if there is space available in arr[]. For example, say the array size is 6 and we push 3 elements to stack1 and do not push anything to second stack2. When we push 4th element to stack1, there will be overflow even if we have space for 3 more elements in array.

#include <iostream>

#include <stdlib.h>

using namespace std;

class twoStacks {

int\* arr;

int size;

int top1, top2;

public:

// Constructor

twoStacks(int n)

{

size = n;

arr = new int[n];

top1 = n / 2 + 1;

top2 = n / 2;

}

// Method to push an element x to stack1

void push1(int x)

{

// There is at least one empty

// space for new element

if (top1 > 0) {

top1--;

arr[top1] = x;

}

else {

cout << "Stack Overflow"

<< " By element :" << x << endl;

return;

}

}

// Method to push an element

// x to stack2

void push2(int x)

{

// There is at least one empty

// space for new element

if (top2 < size - 1) {

top2++;

arr[top2] = x;

}

else {

cout << "Stack Overflow"

<< " By element :" << x << endl;

return;

}

}

// Method to pop an element from first stack

int pop1()

{

if (top1 <= size / 2) {

int x = arr[top1];

top1++;

return x;

}

else {

cout << "Stack UnderFlow";

exit(1);

}

}

// Method to pop an element

// from second stack

int pop2()

{

if (top2 >= size / 2 + 1) {

int x = arr[top2];

top2--;

return x;

}

else {

cout << "Stack UnderFlow";

exit(1);

}

}

};

/\* Driver program to test twStacks class \*/

int main()

{

twoStacks ts(5);

ts.push1(5);

ts.push2(10);

ts.push2(15);

ts.push1(11);

ts.push2(7);

cout << "Popped element from stack1 is "

<< " : " << ts.pop1()

<< endl;

ts.push2(40);

cout << "\nPopped element from stack2 is "

<< ": " << ts.pop2()

<< endl;

return 0;

}

**Output:**

Stack Overflow By element :7

Popped element from stack1 is : 11

Stack Overflow By element :40

Popped element from stack2 is : 15

**Complexity Analysis:**

* **Time Complexity:**
  + **Push operation :**O(1)
  + **Pop operation :**O(1)
* **Auxiliary Space:** O(N).   
  Use of array to implement stack so. It is not the space-optimised method as explained above.

**Method 2 (A space efficient implementation)**   
This method efficiently utilizes the available space. It doesn’t cause an overflow if there is space available in arr[]. The idea is to start two stacks from two extreme corners of arr[]. stack1 starts from the leftmost element, the first element in stack1 is pushed at index 0. The stack2 starts from the rightmost corner, the first element in stack2 is pushed at index (n-1). Both stacks grow (or shrink) in opposite direction. To check for overflow, all we need to check is for space between top elements of both stacks. This check is highlighted in the below code.

#include <iostream>

#include <stdlib.h>

using namespace std;

class twoStacks {

int\* arr;

int size;

int top1, top2;

public:

twoStacks(int n) // constructor

{

size = n;

arr = new int[n];

top1 = -1;

top2 = size;

}

// Method to push an element x to stack1

void push1(int x)

{

// There is at least one empty space for new element

if (top1 < top2 - 1) {

top1++;

arr[top1] = x;

}

else {

cout << "Stack Overflow";

exit(1);

}

}

// Method to push an element x to stack2

void push2(int x)

{

// There is at least one empty

// space for new element

if (top1 < top2 - 1) {

top2--;

arr[top2] = x;

}

else {

cout << "Stack Overflow";

exit(1);

}

}

// Method to pop an element from first stack

int pop1()

{

if (top1 >= 0) {

int x = arr[top1];

top1--;

return x;

}

else {

cout << "Stack UnderFlow";

exit(1);

}

}

// Method to pop an element from second stack

int pop2()

{

if (top2 < size) {

int x = arr[top2];

top2++;

return x;

}

else {

cout << "Stack UnderFlow";

exit(1);

}

}

};

/\* Driver program to test twStacks class \*/

int main()

{

twoStacks ts(5);

ts.push1(5);

ts.push2(10);

ts.push2(15);

ts.push1(11);

ts.push2(7);

cout << "Popped element from stack1 is "

<< ts.pop1();

ts.push2(40);

cout << "\nPopped element from stack2 is "

<< ts.pop2();

return 0;

}

**Output:**

Popped element from stack1 is 11

Popped element from stack2 is 40

**Complexity Analysis:**

* **Time Complexity:**
  + **Push operation :**O(1)
  + **Pop operation :**O(1)
* **Auxiliary Space :**O(N).   
  Use of array to implement stack so it is a space-optimized method.

# 276. Design a stack with operations on middle element

How to implement a stack which will support following operations in**O(1) time complexity**?   
1) push() which adds an element to the top of stack.   
2) pop() which removes an element from top of stack.   
3) findMiddle() which will return middle element of the stack.   
4) deleteMiddle() which will delete the middle element.   
Push and pop are standard stack operations.   
The important question is, whether to use a linked list or array for implementation of stack?

## Solution:

Please note that, we need to find and delete middle element. Deleting an element from middle is not O(1) for array. Also, we may need to move the middle pointer up when we push an element and move down when we pop(). In singly linked list, moving middle pointer in both directions is not possible.   
The idea is to use Doubly Linked List (DLL). We can delete middle element in O(1) time by maintaining mid pointer. We can move mid pointer in both directions using previous and next pointers.   
Following is implementation of push(), pop() and findMiddle() operations. Implementation of deleteMiddle() is left as an exercise. If there are even elements in stack, findMiddle() returns the second middle element. For example, if stack contains {1, 2, 3, 4}, then findMiddle() would return 3.

/\* C++ Program to implement a stack

that supports findMiddle() and

deleteMiddle in O(1) time \*/

#include <bits/stdc++.h>

using namespace std;

/\* A Doubly Linked List Node \*/

class DLLNode {

public:

DLLNode\* prev;

int data;

DLLNode\* next;

};

/\* Representation of the stack data structure

that supports findMiddle() in O(1) time.

The Stack is implemented using Doubly Linked List.

It maintains pointer to head node, pointer to

middle node and count of nodes \*/

class myStack {

public:

DLLNode\* head;

DLLNode\* mid;

int count;

};

/\* Function to create the stack data structure \*/

myStack\* createMyStack()

{

myStack\* ms = new myStack();

ms->count = 0;

return ms;

};

/\* Function to push an element to the stack \*/

void push(myStack\* ms, int new\_data)

{

/\* allocate DLLNode and put in data \*/

DLLNode\* new\_DLLNode = new DLLNode();

new\_DLLNode->data = new\_data;

/\* Since we are adding at the beginning,

prev is always NULL \*/

new\_DLLNode->prev = NULL;

/\* link the old list off the new DLLNode \*/

new\_DLLNode->next = ms->head;

/\* Increment count of items in stack \*/

ms->count += 1;

/\* Change mid pointer in two cases

1) Linked List is empty

2) Number of nodes in linked list is odd \*/

if (ms->count == 1) {

ms->mid = new\_DLLNode;

}

else {

ms->head->prev = new\_DLLNode;

if (!(ms->count

& 1)) // Update mid if ms->count is even

ms->mid = ms->mid->prev;

}

/\* move head to point to the new DLLNode \*/

ms->head = new\_DLLNode;

}

/\* Function to pop an element from stack \*/

int pop(myStack\* ms)

{

/\* Stack underflow \*/

if (ms->count == 0) {

cout << "Stack is empty\n";

return -1;

}

DLLNode\* head = ms->head;

int item = head->data;

ms->head = head->next;

// If linked list doesn't

// become empty, update prev

// of new head as NULL

if (ms->head != NULL)

ms->head->prev = NULL;

ms->count -= 1;

// update the mid pointer when

// we have odd number of

// elements in the stack, i,e

// move down the mid pointer.

if ((ms->count) & 1)

ms->mid = ms->mid->next;

free(head);

return item;

}

// Function for finding middle of the stack

int findMiddle(myStack\* ms)

{

if (ms->count == 0) {

cout << "Stack is empty now\n";

return -1;

}

return ms->mid->data;

}

// Function for deleting middle of the stack

int deletemiddle(myStack\* ms) // IMPROVED BY Sohaib Ayub

{

int temp=ms->mid->data;

if(ms->mid->prev)

ms->mid->prev->next=ms->mid->next;

if(ms->mid->next)

ms->mid->next->prev=ms->mid->prev;

delete ms->mid;

ms->count--;

ms->mid = ms->mid->next; //So that mid does not contain garbage value

return temp;

}

**Output**

Item popped is 77

Item popped is 66

Item popped is 55

Middle Element is 33

Deleted Middle Element is 33

Middle Element is 22

// Driver code

int main()

{

/\* Let us create a stack using push() operation\*/

myStack\* ms = createMyStack();

push(ms, 11);

push(ms, 22);

push(ms, 33);

push(ms, 44);

push(ms, 55);

push(ms, 66);

push(ms, 77);

cout << "Item popped is " << pop(ms) << endl;

cout << "Item popped is " << pop(ms) << endl;

cout << "Item popped is " << pop(ms) << endl;

cout << "Middle Element is " << findMiddle(ms) << endl;

cout << "Deleted Middle Element is "<<deletemiddle(ms)<<endl;

cout << "Middle Element is " << findMiddle(ms) << endl;

return 0;

}

# 277. Implement "N" stacks in an Array

Create a data structure kStacks that represents k stacks. Implementation of kStacks should use only one array, i.e., k stacks should use the same array for storing elements. Following functions must be supported by kStacks.

push(int x, int sn) –> pushes x to stack number ‘sn’ where sn is from 0 to k-1pop(int sn) –> pops an element from stack number ‘sn’ where sn is from 0 to k-1

## Solution:

**Method 1 (Divide the array in slots of size n/k)**  
A simple way to implement k stacks is to divide the array in k slots of size n/k each, and fix the slots for different stacks, i.e., use arr[0] to arr[n/k-1] for first stack, and arr[n/k] to arr[2n/k-1] for stack2 where arr[] is the array to be used to implement two stacks and size of array be n.

The problem with this method is inefficient use of array space. A stack push operation may result in stack overflow even if there is space available in arr[]. For example, say the k is 2 and array size (n) is 6 and we push 3 elements to first and do not push anything to second second stack. When we push 4th element to first, there will be overflow even if we have space for 3 more elements in array.

**Method 2 (A space efficient implementation)**  
The idea is to use two extra arrays for efficient implementation of k stacks in an array. This may not make much sense for integer stacks, but stack items can be large for example stacks of employees, students, etc where every item is of hundreds of bytes. For such large stacks, the extra space used is comparatively very less as we use two *integer*arrays as extra space.

Following are the two extra arrays are used:  
***1) top[]:***This is of size k and stores indexes of top elements in all stacks.  
***2) next[]:*** This is of size n and stores indexes of next item for the items in array arr[]. Here arr[] is actual array that stores k stacks.  
Together with k stacks, a stack of free slots in arr[] is also maintained. The top of this stack is stored in a variable ‘free’.

All entries in top[] are initialized as -1 to indicate that all stacks are empty. All entries next[i] are initialized as i+1 because all slots are free initially and pointing to next slot. Top of free stack, ‘free’ is initialized as 0.

Following is implementation of the above idea.

// A C++ program to demonstrate implementation of k stacks in a single

// array in time and space efficient way

#include<bits/stdc++.h>

using namespace std;

// A C++ class to represent k stacks in a single array of size n

class kStacks

{

int \*arr; // Array of size n to store actual content to be stored in stacks

int \*top; // Array of size k to store indexes of top elements of stacks

int \*next; // Array of size n to store next entry in all stacks

// and free list

int n, k;

int free; // To store beginning index of free list

public:

//constructor to create k stacks in an array of size n

kStacks(int k, int n);

// A utility function to check if there is space available

bool isFull() { return (free == -1); }

// To push an item in stack number 'sn' where sn is from 0 to k-1

void push(int item, int sn);

// To pop an from stack number 'sn' where sn is from 0 to k-1

int pop(int sn);

// To check whether stack number 'sn' is empty or not

bool isEmpty(int sn) { return (top[sn] == -1); }

};

//constructor to create k stacks in an array of size n

kStacks::kStacks(int k1, int n1)

{

// Initialize n and k, and allocate memory for all arrays

k = k1, n = n1;

arr = new int[n];

top = new int[k];

next = new int[n];

// Initialize all stacks as empty

for (int i = 0; i < k; i++)

top[i] = -1;

// Initialize all spaces as free

free = 0;

for (int i=0; i<n-1; i++)

next[i] = i+1;

next[n-1] = -1; // -1 is used to indicate end of free list

}

// To push an item in stack number 'sn' where sn is from 0 to k-1

void kStacks::push(int item, int sn)

{

// Overflow check

if (isFull())

{

cout << "\nStack Overflow\n";

return;

}

int i = free; // Store index of first free slot

// Update index of free slot to index of next slot in free list

free = next[i];

// Update next of top and then top for stack number 'sn'

next[i] = top[sn];

top[sn] = i;

// Put the item in array

arr[i] = item;

}

// To pop an from stack number 'sn' where sn is from 0 to k-1

int kStacks::pop(int sn)

{

// Underflow check

if (isEmpty(sn))

{

cout << "\nStack Underflow\n";

return INT\_MAX;

}

// Find index of top item in stack number 'sn'

int i = top[sn];

top[sn] = next[i]; // Change top to store next of previous top

// Attach the previous top to the beginning of free list

next[i] = free;

free = i;

// Return the previous top item

return arr[i];

}

/\* Driver program to test twStacks class \*/

int main()

{

// Let us create 3 stacks in an array of size 10

int k = 3, n = 10;

kStacks ks(k, n);

// Let us put some items in stack number 2

ks.push(15, 2);

ks.push(45, 2);

// Let us put some items in stack number 1

ks.push(17, 1);

ks.push(49, 1);

ks.push(39, 1);

// Let us put some items in stack number 0

ks.push(11, 0);

ks.push(9, 0);

ks.push(7, 0);

cout << "Popped element from stack 2 is " << ks.pop(2) << endl;

cout << "Popped element from stack 1 is " << ks.pop(1) << endl;

cout << "Popped element from stack 0 is " << ks.pop(0) << endl;

return 0;

}

**Output:**

Popped element from stack 2 is 45

Popped element from stack 1 is 39

Popped element from stack 0 is 7

Time complexities of operations push() and pop() is O(1).

The best part of above implementation is, if there is a slot available in stack, then an item can be pushed in any of the stacks, i.e., no wastage of space.

# 278. Check the expression has valid or Balanced parenthesis or not.

Given an expression string **x**. Examine whether the pairs and the orders of “{“,”}”,”(“,”)”,”[“,”]” are correct in exp.  
For example, the function should return 'true' for exp = “[()]{}{[()()]()}” and 'false' for exp = “[(])”.

**Example 1:**

**Input**:

{([])}

**Output**:

true

**Explanation**:

{ ( [ ] ) }. Same colored brackets can form

balaced pairs, with 0 number of

unbalanced bracket.

**Example 2:**

**Input**:

()

**Output**:

true

**Explanation**:

(). Same bracket can form balanced pairs,

and here only 1 type of bracket is

present and in balanced way.

**Example 3:**

**Input**:

([]

**Output**:

false

**Explanation**:

([]. Here square bracket is balanced but

the small bracket is not balanced and

Hence , the output will be unbalanced.

**Your Task:**  
This is a **function**problem. You only need to complete the function **ispar()**that takes a **string**as a **parameter**and returns a boolean value **true**if **brackets**are **balanced**else **returns false**. The **printing**is done **automatically**by the **driver code**.  
  
**Expected Time Complexity**: O(|x|)  
**Expected Auixilliary Space**: O(|x|)  
  
**Constraints:**  
1 ≤ |x| ≤ 32000

**Note**: The drive code prints "balanced" if function return true, otherwise it prints "not balanced".

## Solution:

**Algorithm:**

* Declare a character [stack](http://www.geeksforgeeks.org/stack-data-structure/) S.
* Now traverse the expression string exp.
  1. If the current character is a starting bracket (**‘(‘ or ‘{‘ or ‘[‘**) then push it to stack.
  2. If the current character is a closing bracket (**‘)’ or ‘}’ or ‘]’**) then pop from stack and if the popped character is the matching starting bracket then fine else brackets are not balanced.
* After complete traversal, if there is some starting bracket left in stack then “not balanced”

Below image is a dry run of the above approach:
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Below is the implementation of the above approach:

// CPP program to check for balanced brackets.

#include <bits/stdc++.h>

using namespace std;

// function to check if brackets are balanced

bool areBracketsBalanced(string expr)

{

stack<char> s;

char x;

// Traversing the Expression

for (int i = 0; i < expr.length(); i++)

{

if (expr[i] == '(' || expr[i] == '['

|| expr[i] == '{')

{

// Push the element in the stack

s.push(expr[i]);

continue;

}

// IF current current character is not opening

// bracket, then it must be closing. So stack

// cannot be empty at this point.

if (s.empty())

return false;

switch (expr[i]) {

case ')':

// Store the top element in a

x = s.top();

s.pop();

if (x == '{' || x == '[')

return false;

break;

case '}':

// Store the top element in b

x = s.top();

s.pop();

if (x == '(' || x == '[')

return false;

break;

case ']':

// Store the top element in c

x = s.top();

s.pop();

if (x == '(' || x == '{')

return false;

break;

}

}

// Check Empty Stack

return (s.empty());

}

// Driver code

int main()

{

string expr = "{()}[]";

// Function call

if (areBracketsBalanced(expr))

cout << "Balanced";

else

cout << "Not Balanced";

return 0;

}

**Output**

Balanced

**Time Complexity:** O(n)   
**Auxiliary Space:** O(n) for stack.

**My code:**

bool ispar(string x)

{

// Your code here

stack<char> st;

int n = x.size();

for(int i=0;i<n;i++){

if(x[i]=='{' || x[i]=='[' || x[i]=='(')

st.push(x[i]);

else{

if(st.empty())

return false;

if( (st.top()=='{' && x[i]!='}') || (st.top()=='[' && x[i]!=']') || (st.top()=='(' && x[i]!=')') )

return false;

st.pop();

}

}

if(!st.empty())

return false;

return true;

}
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# 279. Reverse a String using Stack

You are given a string **S**, the task is to reverse the string using stack.

**Example 1:**

**Input:** S="GeeksforGeeks"

**Output:** skeeGrofskeeG

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function**reverse()** which takes the string **S**as an input parameter and returns the reversed string.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:** O(N)

**Constraints:**  
1 ≤ length of the string ≤ 100

## Solution:

Following is simple algorithm to reverse a string using stack.

1) Create an empty stack.

2) One by one push all characters of string to stack.

3) One by one pop all characters from stack and put

them back to string.

Following programs implements above algorithm.

// C++ program to reverse a string using stack

#include <bits/stdc++.h>

using namespace std;

// A structure to represent a stack

class Stack

{

public:

int top;

unsigned capacity;

char\* array;

};

// function to create a stack of given

// capacity. It initializes size of stack as 0

Stack\* createStack(unsigned capacity)

{

Stack\* stack = new Stack();

stack->capacity = capacity;

stack->top = -1;

stack->array = new char[(stack->capacity \* sizeof(char))];

return stack;

}

// Stack is full when top is equal to the last index

int isFull(Stack\* stack)

{ return stack->top == stack->capacity - 1; }

// Stack is empty when top is equal to -1

int isEmpty(Stack\* stack)

{ return stack->top == -1; }

// Function to add an item to stack.

// It increases top by 1

void push(Stack\* stack, char item)

{

if (isFull(stack))

return;

stack->array[++stack->top] = item;

}

// Function to remove an item from stack.

// It decreases top by 1

char pop(Stack\* stack)

{

if (isEmpty(stack))

return -1;

return stack->array[stack->top--];

}

// A stack based function to reverse a string

void reverse(char str[])

{

// Create a stack of capacity

//equal to length of string

int n = strlen(str);

Stack\* stack = createStack(n);

// Push all characters of string to stack

int i;

for (i = 0; i < n; i++)

push(stack, str[i]);

// Pop all characters of string and

// put them back to str

for (i = 0; i < n; i++)

str[i] = pop(stack);

}

// Driver code

int main()

{

char str[] = "GeeksQuiz";

reverse(str);

cout << "Reversed string is " << str;

return 0;

}

**Output:**

Reversed string is ziuQskeeG

**Time Complexity:**O(n) where n is number of characters in stack.   
**Auxiliary Space:**O(n) for stack.

A string can also be reversed without using any auxiliary space. Following C, Java, C# and Python programs to implement reverse without using stack.

// C++ program to reverse a string without using stack

#include <bits/stdc++.h>

using namespace std;

// A utility function to swap two characters

void swap(char \*a, char \*b)

{

char temp = \*a;

\*a = \*b;

\*b = temp;

}

// A stack based function to reverse a string

void reverse(char str[])

{

// get size of string

int n = strlen(str), i;

for (i = 0; i < n/2; i++)

swap(&str[i], &str[n-i-1]);

}

// Driver program to test above functions

int main()

{

char str[] = "abc";

reverse(str);

cout<<"Reversed string is "<< str;

return 0;

}

**Output:**

Reversed string is cba

# 280. Design a Stack that supports getMin() in O(1) time and O(1) extra space.

Design a data-structure**SpecialStack**that supports all the stack operations like **push()**, **pop()**,**isEmpty()**, **isFull()** and an additional operation **getMin()** which should return **minimum**element from the SpecialStack. Your task is to **complete all the functions**, using stack data-Structure.

**Example 1:**

**Input:**

Stack: 18 19 29 15 16

**Output:** 15

**Explanation:**

The minimum element of the stack is 15.

**Your Task:**  
Since this is a function problem, you don't need to take inputs. You just have to complete 5 functions, **push()**which takes the stack and an integer x as input and pushes it into the stack; **pop()**which takes the stack as input and pops out the topmost element from the stack; **isEmpty()**which takes the stack as input and returns true/false depending upon whether the stack is empty or not; **isFull()**which takes the stack and the size of the stack as input and returns true/false depending upon whether the stack is full or not (depending upon the  
given size); **getMin()**which takes the stack as input and returns the minimum element of the stack.   
**Note:** The output of the code will be the value returned by **getMin()**function.

**Constraints:**  
1 ≤ N ≤ 104

## Solution:

Use two stacks: one to store actual stack elements and the other as an auxiliary stack to store minimum values. The idea is to do push() and pop() operations in such a way that the top of the auxiliary stack is always the minimum. Let us see how push() and pop() operations work.

**Push(int x) // inserts an element x to Special Stack**  
1) push x to the first stack (the stack with actual elements)   
2) compare x with the top element of the second stack (the auxiliary stack). Let the top element be y.   
…..a) If x is smaller than y then push x to the auxiliary stack.   
…..b) If x is greater than y then push y to the auxiliary stack.  
**int Pop() // removes an element from Special Stack and return the removed element**  
1) pop the top element from the auxiliary stack.   
2) pop the top element from the actual stack and return it.  
Step 1 is necessary to make sure that the auxiliary stack is also updated for future operations.  
**int getMin() // returns the minimum element from Special Stack**  
1) Return the top element of the auxiliary stack.

We can see that **all the above operations are O(1)**.   
Let us see an example. Let us assume that both stacks are initially empty and 18, 19, 29, 15, and 16 are inserted to the SpecialStack.

When we insert 18, both stacks change to following.

Actual Stack

18 <--- top

Auxiliary Stack

18 <---- top

When 19 is inserted, both stacks change to following.

Actual Stack

19 <--- top

18

Auxiliary Stack

18 <---- top

18

When 29 is inserted, both stacks change to following.

Actual Stack

29 <--- top

19

18

Auxiliary Stack

18 <---- top

18

18

When 15 is inserted, both stacks change to following.

Actual Stack

15 <--- top

29

19

18

Auxiliary Stack

15 <---- top

18

18

18

When 16 is inserted, both stacks change to following.

Actual Stack

16 <--- top

15

29

19

18

Auxiliary Stack

15 <---- top

15

18

18

18

The following is the implementation for SpecialStack class. In the below implementation, SpecialStack inherits from Stack and has one Stack object *min* which works as an auxiliary stack.

#include <iostream>

#include <stdlib.h>

using namespace std;

/\* A simple stack class with

basic stack funtionalities \*/

class Stack {

private:

static const int max = 100;

int arr[max];

int top;

public:

Stack() { top = -1; }

bool isEmpty();

bool isFull();

int pop();

void push(int x);

};

/\* Stack's member method to check

if the stack is empty \*/

bool Stack::isEmpty()

{

if (top == -1)

return true;

return false;

}

/\* Stack's member method to check

if the stack is full \*/

bool Stack::isFull()

{

if (top == max - 1)

return true;

return false;

}

/\* Stack's member method to remove

an element from it \*/

int Stack::pop()

{

if (isEmpty()) {

cout << "Stack Underflow";

abort();

}

int x = arr[top];

top--;

return x;

}

/\* Stack's member method to insert

an element to it \*/

void Stack::push(int x)

{

if (isFull()) {

cout << "Stack Overflow";

abort();

}

top++;

arr[top] = x;

}

/\* A class that supports all the stack

operations and one additional

operation getMin() that returns the

minimum element from stack at

any time. This class inherits from

the stack class and uses an

auxiliary stack that holds minimum

elements \*/

class SpecialStack : public Stack {

Stack min;

public:

int pop();

void push(int x);

int getMin();

};

/\* SpecialStack's member method to insert

an element to it. This method

makes sure that the min stack is also

updated with appropriate minimum

values \*/

void SpecialStack::push(int x)

{

if (isEmpty() == true) {

Stack::push(x);

min.push(x);

}

else {

Stack::push(x);

int y = min.pop();

min.push(y);

if (x < y)

min.push(x);

else

min.push(y);

}

}

/\* SpecialStack's member method to

remove an element from it. This method

removes top element from min stack also. \*/

int SpecialStack::pop()

{

int x = Stack::pop();

min.pop();

return x;

}

/\* SpecialStack's member method to get

minimum element from it. \*/

int SpecialStack::getMin()

{

int x = min.pop();

min.push(x);

return x;

}

/\* Driver program to test SpecialStack

methods \*/

int main()

{

SpecialStack s;

s.push(10);

s.push(20);

s.push(30);

cout << s.getMin() << endl;

s.push(5);

cout << s.getMin();

return 0;

}

**Output**

10

5

**Complexity Analysis:**

* **Time Complexity:**
  1. **For insert operation: O(1)** (As insertion ‘push’ in a stack takes constant time)
  2. **For delete operation: O(1)** (As deletion ‘pop’ in a stack takes constant time)
  3. **For ‘Get Min’ operation: O(1)** (As we have used an auxiliary stack which has it’s top as the minimum element)
* **Auxiliary Space:** O(n).   
  Use of auxiliary stack for storing values.

**Space Optimized Version**   
The above approach can be optimized. We can limit the number of elements in the auxiliary stack. We can push only when the incoming element of the main stack is smaller than or equal to the top of the auxiliary stack. Similarly during pop, if the pop-off element equal to the top of the auxiliary stack, remove the top element of the auxiliary stack. Following is the modified implementation of push() and pop().

/\* SpecialStack's member method to

insert an element to it. This method

makes sure that the min stack is

also updated with appropriate minimum

values \*/

void SpecialStack::push(int x)

{

if (isEmpty() == true) {

Stack::push(x);

min.push(x);

}

else {

Stack::push(x);

int y = min.pop();

min.push(y);

/\* push only when the incoming element

of main stack is smaller

than or equal to top of auxiliary stack \*/

if (x <= y)

min.push(x);

}

}

/\* SpecialStack's member method to

remove an element from it. This method

removes top element from min stack also. \*/

int SpecialStack::pop()

{

int x = Stack::pop();

int y = min.pop();

/\* Push the popped element y back

only if it is not equal to x \*/

if (y != x)

min.push(y);

return x;

}

**Complexity Analysis:**

* **Time Complexity:**
  1. **For Insert operation: O(1)** (As insertion ‘push’ in a stack takes constant time)
  2. **For Delete operation: O(1)** (As deletion ‘pop’ in a stack takes constant time)
  3. **For ‘Get Min’ operation: O(1)** (As we have used an auxiliary which has it’s top as the minimum element)
* **Auxiliary Space:** O(n).   
  The complexity in the worst case is the same as above but in other cases, it will take slightly less space than the above approach as repetition is neglected.

**Further optimized O(1) time complexity and O(1) space complexity solution :**  
The above approach can be optimized further and the solution can be made to work in O(1) time complexity and O(1) space complexity. The idea is to store min element found till current insertion) along with all the elements as a reminder of a DUMMY\_VALUE, and the actual element as a multiple of the DUMMY\_VALUE.  
For example, while pushing an element ‘e’ into the stack, store it as **(e \* DUMMY\_VALUE + minFoundSoFar)**, this way we know what was the minimum value present in the stack at the time ‘e’ was being inserted.

To pop the actual value just return e/DUMMY\_VALUE and set the new minimum as **(minFoundSoFar % DUMMY\_VALUE)**.

**Note: Following method will fail if we try to insert DUMMY\_VALUE in the stack, so we have to make our selection of DUMMY\_VALUE carefully.**  
Let’s say the following elements are being inserted in the stack – 3 2 6 1 8 5

**d** is dummy value.

**s** is wrapper stack

**top** is top element of the stack

min is the minimum value at that instant when the elements were inserted/removed

The following steps shows the current state of the above variables at any instant –

1. *s.push(3);  
   min=3****//updated min as stack here is empty*** *s = {3\*d + 3}  
   top = (3\*d + 3)/d = 3*
2. *s.push(2);  
   min = 2****//updated min as min > current element*** *s = {3\*d + 3****->****2\*d + 2}  
   top = (2\*d + 2)/d = 2*
3. *s.push(6);  
   min = 2  
   s = {3\*d + 3****->****2\*d + 2****->****6\*d + 2}  
   top = (6\*d + 2)/d = 6*
4. *s.push(1);  
   min = 1****//updated min as min > current element*** *s = {3\*d + 3-> 2\*d + 2-> 6\*d + 2 -> 1\*d + 1}  
   top = (1\*d + 1)/d = 1*
5. *s.push(8);  
   min = 1  
   s = {3\*d + 3****->****2\*d + 2****->****6\*d + 2****->****1\*d + 1****->****8\*d + 1}  
   top = (8\*d + 1)/d = 8*
6. *s.push(5);  
   min = 1  
   s = {3\*d + 3****->****2\*d + 2****->****6\*d + 2****->****1\*d + 1****->****8\*d + 1****->****5\*d + 1}  
   top = (5\*d + 1)/d = 5*
7. *s.pop();  
   s = {3\*d + 3 -> 2\*d + 2 -> 6\*d + 2 -> 1\*d + 1 -> 8\*d + 1 -> 5\*d + 1}  
   top = (5\*d + 1)/d = 5  
   min = (8\*d + 1)%d = 1****// min is always remainder of the second top element in stack.***
8. *s.pop();  
   s = {3\*d + 3 -> 2\*d + 2-> 6\*d + 2 -> 1\*d + 1 -> 8\*d + 1}  
   top = (8\*d + 1)/d = 8  
   min = (1\*d + 1)%d = 1*
9. *s.pop()  
   s = {3\*d + 3 -> 2\*d + 2-> 6\*d + 2 -> 1\*d + 1}   
   top = (1\*d + 1)/d = 1  
   min = (6\*d + 2)%d = 2*
10. *s.pop()  
    s = {3\*d + 3-> 2\*d + 2-> 6\*d + 2}  
    top = (6\*d + 2)/d = 6  
    min = (2\*d + 2)%d = 2*
11. *s.pop()  
    s = {3\*d + 3-> 2\*d + 2}  
    top = (2\*d + 2)/d = 2  
    min = (3\*d + 3)%d = 3*
12. *s.pop()  
    s = {3\*d + 3}  
    top = (3\*d + 3)/d = 3  
    min  = -1 // since stack is now empty*

#include <iostream>

#include <stack>

#include <vector>

using namespace std;

/\* A special stack having peek() pop() and

\* push() along with additional getMin() that

\* returns minimum value in a stack without

\* using extra space and all operations in O(1)

\* time.. ???? \*/

class SpecialStack

{

// Sentinel value for min

int min = -1;

// DEMO\_VALUE

static const int demoVal = 9999;

stack<int> st;

public:

void getMin()

{

cout << "min is: " << min << endl;

}

void push(int val)

{

// If stack is empty OR current element

// is less than min, update min.

if (st.empty() || val < min)

{

min = val;

}

// Encode the current value with

// demoVal, combine with min and

// insert into stack

st.push(val \* demoVal + min);

cout << "pushed: " << val << endl;

}

int pop()

{

// if stack is empty return -1;

if ( st.empty() ) {

cout << "stack underflow" << endl ;

return -1;

}

int val = st.top();

st.pop();

// If stack is empty, there would

// be no min value present, so

// make min as -1

if (!st.empty())

min = st.top() % demoVal;

else

min = -1;

cout << "popped: " << val / demoVal << endl;

// Decode actual value from

// encoded value

return val / demoVal;

}

int peek()

{

// Decode actual value

// from encoded value

return st.top() / demoVal;

}

};

// Driver Code

int main()

{

SpecialStack s;

vector<int> arr = { 3, 2, 6, 1, 8, 5, 5, 5, 5 };

for(int i = 0; i < arr.size(); i++)

{

s.push(arr[i]);

s.getMin();

}

cout << endl;

for(int i = 0; i < arr.size(); i++)

{

s.pop();

s.getMin();

}

return 0;

}

**Output**

pushed: 3

min is: 3

pushed: 2

min is: 2

pushed: 6

min is: 2

pushed: 1

min is: 1

pushed: 8

min is: 1

pushed: 5

min is: 1

pushed: 5

min is: 1

pushed: 5

min is: 1

pushed: 5

min is: 1

popped: 5

min is: 1

popped: 5

min is: 1

popped: 5

min is: 1

popped: 5

min is: 1

popped: 8

min is: 1

popped: 1

min is: 2

popped: 6

min is: 2

popped: 2

min is: 3

popped: 3

min is: -1

**Complexity Analysis:**

**For push() operation:** O(1) (As insertion ‘push’ in a stack takes constant time)  
**For pop() operation:** O(1) (As pop operation in a stack takes constant time)

**For ‘Get Min’ operation:** O(1) (As we have maintained min variable throughout the code)

**Auxiliary Space:** O(1). No extra space is used.

In this article, a new approach is discussed that supports minimum with O(1) extra space. We define a variable **minEle** that stores the current minimum element in the stack. Now the interesting part is, how to handle the case when minimum element is removed. To handle this, we push “2x – minEle” into the stack instead of x so that previous minimum element can be retrieved using current minEle and its value stored in stack. Below are detailed steps and explanation of working.  
**Push(x)** : Inserts x at the top of stack. 

* If stack is empty, insert x into the stack and make minEle equal to x.
* If stack is not empty, compare x with minEle. Two cases arise:
  + If x is greater than or equal to minEle, simply insert x.
  + If x is less than minEle, insert (2\*x – minEle) into the stack and make minEle equal to x. For example, let previous minEle was 3. Now we want to insert 2. We update minEle as 2 and insert 2\*2 – 3 = 1 into the stack.

**Pop() :**Removes an element from top of stack.

* Remove element from top. Let the removed element be y. Two cases arise:
  + If y is greater than or equal to minEle, the minimum element in the stack is still minEle.
  + If y is less than minEle, the minimum element now becomes (2\*minEle – y), so update (minEle = 2\*minEle – y). This is where we retrieve previous minimum from current minimum and its value in stack. For example, let the element to be removed be 1 and minEle be 2. We remove 1 and update minEle as 2\*2 – 1 = 3.

**Important Points:** 

* Stack doesn’t hold actual value of an element if it is minimum so far.
* Actual minimum element is always stored in minEle

**Illustration** 

**Push(x)** 
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* Number to be Inserted: 3, Stack is empty, so insert 3 into stack and minEle = 3.
* Number to be Inserted: 5, Stack is not empty, 5> minEle, insert 5 into stack and minEle = 3.
* Number to be Inserted: 2, Stack is not empty, 2< minEle, insert (2\*2-3 = 1) into stack and minEle = 2.
* Number to be Inserted: 1, Stack is not empty, 1< minEle, insert (2\*1-2 = 0) into stack and minEle = 1.
* Number to be Inserted: 1, Stack is not empty, 1 = minEle, insert 1 into stack and minEle = 1.
* Number to be Inserted: -1, Stack is not empty, -1 < minEle, insert (2\*-1 – 1 = -3) into stack and minEle = -1.

**Pop()** 
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* Initially the minimum element minEle in the stack is -1.
* Number removed: -3, Since -3 is less than the minimum element the original number being removed is minEle which is -1, and the new minEle = 2\*-1 – (-3) = 1
* Number removed: 1, 1 == minEle, so number removed is 1 and minEle is still equal to 1.
* Number removed: 0, 0< minEle, original number is minEle which is 1 and new minEle = 2\*1 – 0 = 2.
* Number removed: 1, 1< minEle, original number is minEle which is 2 and new minEle = 2\*2 – 1 = 3.
* Number removed: 5, 5> minEle, original number is 5 and minEle is still 3

// C++ program to implement a stack that supports

// getMinimum() in O(1) time and O(1) extra space.

#include <bits/stdc++.h>

using namespace std;

// A user defined stack that supports getMin() in

// addition to push() and pop()

struct MyStack

{

stack<int> s;

int minEle;

// Prints minimum element of MyStack

void getMin()

{

if (s.empty())

cout << "Stack is empty\n";

// variable minEle stores the minimum element

// in the stack.

else

cout <<"Minimum Element in the stack is: "

<< minEle << "\n";

}

// Prints top element of MyStack

void peek()

{

if (s.empty())

{

cout << "Stack is empty ";

return;

}

int t = s.top(); // Top element.

cout << "Top Most Element is: ";

// If t < minEle means minEle stores

// value of t.

(t < minEle)? cout << minEle: cout << t;

}

// Remove the top element from MyStack

void pop()

{

if (s.empty())

{

cout << "Stack is empty\n";

return;

}

cout << "Top Most Element Removed: ";

int t = s.top();

s.pop();

// Minimum will change as the minimum element

// of the stack is being removed.

if (t < minEle)

{

cout << minEle << "\n";

minEle = 2\*minEle - t;

}

else

cout << t << "\n";

}

// Removes top element from MyStack

void push(int x)

{

// Insert new number into the stack

if (s.empty())

{

minEle = x;

s.push(x);

cout << "Number Inserted: " << x << "\n";

return;

}

// If new number is less than minEle

else if (x < minEle)

{

s.push(2\*x - minEle);

minEle = x;

}

else

s.push(x);

cout << "Number Inserted: " << x << "\n";

}

};

// Driver Code

int main()

{

MyStack s;

s.push(3);

s.push(5);

s.getMin();

s.push(2);

s.push(1);

s.getMin();

s.pop();

s.getMin();

s.pop();

s.peek();

return 0;

}

**Output**

Number Inserted: 3

Number Inserted: 5

Minimum Element in the stack is: 3

Number Inserted: 2

Number Inserted: 1

Minimum Element in the stack is: 1

Top Most Element Removed: 1

Minimum Element in the stack is: 2

Top Most Element Removed: 2

Top Most Element is: 5

**How does this approach work?**   
When element to be inserted is less than minEle, we insert “2x – minEle”. The important thing to notes is, 2x – minEle will always be less than x (proved below), i.e., new minEle and while popping out this element we will see that something unusual has happened as the popped element is less than the minEle. So we will be updating minEle.

How 2\*x - minEle is less than x in push()?

x < minEle which means x - minEle < 0

// Adding x on both sides

x - minEle + x < 0 + x

2\*x - minEle < x

We can conclude 2\*x - minEle < new minEle

While popping out, if we find the element(y) less than the current minEle, we find the new minEle = 2\*minEle – y.

How previous minimum element, prevMinEle is, 2\*minEle - y

in pop() is y the popped element?

// We pushed y as 2x - prevMinEle. Here

// prevMinEle is minEle before y was inserted

y = 2\*x - prevMinEle

// Value of minEle was made equal to x

minEle = x .

new minEle = 2 \* minEle - y

= 2\*x - (2\*x - prevMinEle)

= prevMinEle // This is what we wanted

**Another Approach:**

create a class node which has two variables val and min.  val will store the actual value that we are going to insert in stack ,where as min will store the min value so far seen upto that node. look into the code for better understanding.

/\*package whatever //do not write package name here \*/

import java.io.\*;

import java.util.\*;

class MinStack {

Stack<Node> s;

class Node{

int val;

int min;

public Node(int val,int min){

this.val=val;

this.min=min;

}

}

/\*\* initialize your data structure here. \*/

public MinStack() {

this.s=new Stack<Node>();

}

public void push(int x) {

if(s.isEmpty()){

this.s.push(new Node(x,x));

}else{

int min=Math.min(this.s.peek().min,x);

this.s.push(new Node(x,min));

}

}

public int pop() {

return this.s.pop().val;

}

public int top() {

return this.s.peek().val;

}

public int getMin() {

return this.s.peek().min;

}

}

class GFG {

public static void main (String[] args) {

MinStack s=new MinStack();

s.push(-1);

s.push(10);

s.push(-4);

s.push(0);

System.out.println(s.getMin());

System.out.println(s.pop());

System.out.println(s.pop());

System.out.println(s.getMin());

}

}

//time O(1);

//it takes o(n) space since every node has to remember min value

**Output**

-4

0

-4

-1

# 281. Find the next Greater element

Given an array **arr[ ]** of size **N** having distinct elements, the task is to find the next greater element for each element of the array in order of their appearance in the array.  
Next greater element of an element in the array is the nearest element on the right which is greater than the current element.  
If there does not exist next greater of current element, then next greater element for current element is -1. For example, next greater of the last element is always -1.

**Example 1:**

**Input**:

N = 4, arr[] = [1 3 2 4]

**Output**:

3 4 4 -1

**Explanation**:

In the array, the next larger element

to 1 is 3 , 3 is 4 , 2 is 4 and for 4 ?

since it doesn't exist, it is -1.

**Example 2:**

**Input**:

N = 5, arr[] [6 8 0 1 3]

**Output**:

8 -1 1 3 -1

**Explanation**:

In the array, the next larger element to

6 is 8, for 8 there is no larger elements

hence it is -1, for 0 it is 1 , for 1 it

is 3 and then for 3 there is no larger

element on right and hence -1.

**Your Task:**  
This is a **function**problem. You only need to complete the function **nextLargerElement()**that takes list of integers **arr[ ]**and**N** as input parametersand returns list of integers of length N denoting the next greater elements for all the corresponding elements in the input array.

**Expected Time Complexity** : O(N)  
**Expected Auxilliary Space** : O(N)

**Constraints:**  
1 ≤ N ≤ 106  
1 ≤ Ai ≤ 1018

## Solution:

**Method 1 (Simple)**   
Use two loops: The outer loop picks all the elements one by one. The inner loop looks for the first greater element for the element picked by the outer loop. If a greater element is found then that element is printed as next, otherwise, -1 is printed.

Below is the implementation of the above approach:

// Simple C++ program to print

// next greater elements in a

// given array

#include<iostream>

using namespace std;

/\* prints element and NGE pair

for all elements of arr[] of size n \*/

void printNGE(int arr[], int n)

{

int next, i, j;

for (i = 0; i < n; i++)

{

next = -1;

for (j = i + 1; j < n; j++)

{

if (arr[i] < arr[j])

{

next = arr[j];

break;

}

}

cout << arr[i] << " -- "

<< next << endl;

}

}

// Driver Code

int main()

{

int arr[] = {11, 13, 21, 3};

int n = sizeof(arr)/sizeof(arr[0]);

printNGE(arr, n);

return 0;

}

**Output**

11 -- 13

13 -- 21

21 -- -1

3 -- -1

***Time Complexity:****O(N2)*  
***Auxiliary Space:****O(1)*

**Method 2 (Using Stack)**

* Push the first element to stack.
* Pick rest of the elements one by one and follow the following steps in loop.
  1. Mark the current element as *next*.
  2. If stack is not empty, compare top element of stack with *next*.
  3. If next is greater than the top element, Pop element from stack. *next*is the next greater element for the popped element.
  4. Keep popping from the stack while the popped element is smaller than *next*. *next* becomes the next greater element for all such popped elements.
* Finally, push the next in the stack.
* After the loop in step 2 is over, pop all the elements from the stack and print -1 as the next element for them.

Below image is a dry run of the above approach:
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Below is the implementation of the above approach:

// A Stack based C++ program to find next

// greater element for all array elements.

#include <bits/stdc++.h>

using namespace std;

/\* prints element and NGE pair for all

elements of arr[] of size n \*/

void printNGE(int arr[], int n)

{

stack<int> s;

/\* push the first element to stack \*/

s.push(arr[0]);

// iterate for rest of the elements

for (int i = 1; i < n; i++)

{

if (s.empty()) {

s.push(arr[i]);

continue;

}

/\* if stack is not empty, then

pop an element from stack.

If the popped element is smaller

than next, then

a) print the pair

b) keep popping while elements are

smaller and stack is not empty \*/

while (s.empty() == false

&& s.top() < arr[i])

{

cout << s.top()

<< " --> " << arr[i] << endl;

s.pop();

}

/\* push next to stack so that we can find

next greater for it \*/

s.push(arr[i]);

}

/\* After iterating over the loop, the remaining

elements in stack do not have the next greater

element, so print -1 for them \*/

while (s.empty() == false) {

cout << s.top() << " --> " << -1 << endl;

s.pop();

}

}

/\* Driver code \*/

int main()

{

int arr[] = { 11, 13, 21, 3 };

int n = sizeof(arr) / sizeof(arr[0]);

printNGE(arr, n);

return 0;

}

**Output**

11 --> 13

13 --> 21

3 --> -1

21 --> -1

***Time Complexity:****O(N)*  
***Auxiliary Space:****O(N)*

The worst case occurs when all elements are sorted in decreasing order. If elements are sorted in decreasing order, then every element is processed at most 4 times.

1. Initially pushed to the stack.
2. Popped from the stack when next element is being processed.
3. Pushed back to the stack because the next element is smaller.
4. Popped from the stack in step 3 of the algorithm.

**How to get elements in the same order as input?**

The above approach may not produce output elements in the same order as the input. To achieve the same order, we can traverse the same in reverse order

Below is the implementation of the above approach:

// A Stack based C++ program to find next

// greater element for all array elements

// in same order as input.

#include <bits/stdc++.h>

using namespace std;

/\* prints element and res pair for all

elements of arr[] of size n \*/

void printNGE(int arr[], int n)

{

stack<int> s;

int res[n];

for (int i = n - 1; i >= 0; i--) {

/\* if stack is not empty, then

pop an element from stack.

If the popped element is smaller

than next, then

a) print the pair

b) keep popping while elements are

smaller and stack is not empty \*/

if (!s.empty()) {

while (!s.empty() && s.top() <= arr[i]) {

s.pop();

}

}

res[i] = s.empty() ? -1 : s.top();

s.push(arr[i]);

}

for (int i = 0; i < n; i++)

cout << arr[i] << " --> " << res[i] << endl;

}

// Driver Code

int main()

{

int arr[] = { 11, 13, 21, 3 };

int n = sizeof(arr) / sizeof(arr[0]);

// Function call

printNGE(arr, n);

return 0;

}

**Output**

11 ---> 13

13 ---> 21

21 ---> -1

3 ---> -1

***Time Complexity:****O(N)*  
***Auxiliary Space:****O(N)*

**Method 3:**

1. This is same as above method but the elements are pushed and popped only once into the stack. The array is changed in place. The array elements are pushed into the stack until it finds a greatest element in the right of array. In other words the elements are popped from stack when top of the stack value is smaller in the current array element.

2. Once all the elements are processed in the array but stack is not empty. The left out elements in the stack doesn’t encounter any greatest element . So pop the element from stack and change it’s index value as -1 in the array.

# Python3 code

class Solution:

def nextLargerElement(self,arr,n):

#code here

s=[]

for i in range(len(arr)):

while s and s[-1].get("value") < arr[i]:

d = s.pop()

arr[d.get("ind")] = arr[i]

s.append({"value": arr[i], "ind": i})

while s:

d = s.pop()

arr[d.get("ind")] = -1

return arr

if \_\_name\_\_ == "\_\_main\_\_":

print(Solution().nextLargerElement([6,8,0,1,3],5))

**Output**

[8, -1, 1, 3, -1]

***Time Complexity:****O(N)*  
***Auxiliary Space:****O(N)*

**My code:**

vector<long long> nextLargerElement(vector<long long> arr, int n){

vector<long long> res(n,-1);

stack<int> st;

st.push(0);

for(int i=1;i<n;i++){

while(!st.empty() && arr[i]>arr[st.top()]){

res[st.top()] = arr[i];

st.pop();

}

st.push(i);

}

return res;

}

# 282. The celebrity Problem

A celebrity is a person who is known to all but does not know anyone at a party. If you go to a party of N people, find if there is a celebrity in the party or not.  
A square NxN matrix M[][] is used to represent people at the party such that if an element of row i and column j  is set to 1 it means ith person knows jth person. Here M[i][i] will always be 0.  
**Note:** Follow 0 based indexing.

**Example 1:**

**Input:**

N = 3

M[][] = {{0 1 0},

{0 0 0},

{0 1 0}}

**Output:** 1

**Explanation:** 0th and 2nd person both

know 1. Therefore, 1 is the celebrity.

**Example 2:**

**Input:**

N = 2

M[][] = {{0 1},

{1 0}}

**Output:** -1

**Explanation:** The two people at the party both

know each other. None of them is a celebrity.

**Your Task:**  
You don't need to read input or print anything. Complete the function **celebrity()** which takes the matrix M and its size N as input parameters and returns the index of the celebrity. If no such celebrity is present, return -1.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:** O(1)

**Constraints:**  
2 <= N <= 3000  
0 <= M[][] <= 1

## Solution:

**Method 1:** This uses Graph to arrive at the particular solution.

**Approach:**   
Model the solution using graphs. Initialize indegree and outdegree of every vertex as 0. If A knows B, draw a directed edge from A to B, increase indegree of B and outdegree of A by 1. Construct all possible edges of the graph for every possible pair [i, j]. There are NC2 pairs. If a celebrity is present in the party, there will be one sink node in the graph with outdegree of zero and indegree of N-1.

**Algorithm:**

1. Create two arrays *indegree* and *outdegree*, to store the indegree and outdegree
2. Run a nested loop, the outer loop from 0 to n and inner loop from 0 to n.
3. For every pair i, j check if i knows j then increase the outdegree of i and indegree of j
4. For every pair i, j check if j knows i then increase the outdegree of j and indegree of i
5. Run a loop from 0 to n and find the id where the indegree is n-1 and outdegree is 0

**Implementation:**

// C++ program to find celebrity

#include <bits/stdc++.h>

#include <list>

using namespace std;

// Max # of persons in the party

#define N 8

// Person with 2 is celebrity

bool MATRIX[N][N] = {{0, 0, 1, 0},

{0, 0, 1, 0},

{0, 0, 0, 0},

{0, 0, 1, 0}};

bool knows(int a, int b)

{

return MATRIX[a][b];

}

// Returns -1 if celebrity

// is not present. If present,

// returns id (value from 0 to n-1).

int findCelebrity(int n)

{

//the graph needs not be constructed

//as the edges can be found by

//using knows function

//degree array;

int indegree[n]={0},outdegree[n]={0};

//query for all edges

for(int i=0; i<n; i++)

{

for(int j=0; j<n; j++)

{

int x = knows(i,j);

//set the degrees

outdegree[i]+=x;

indegree[j]+=x;

}

}

//find a person with indegree n-1

//and out degree 0

for(int i=0; i<n; i++)

if(indegree[i] == n-1 && outdegree[i] == 0)

return i;

return -1;

}

// Driver code

int main()

{

int n = 4;

int id = findCelebrity(n);

id == -1 ? cout << "No celebrity" :

cout << "Celebrity ID " << id;

return 0;

}

**Output :**

Celebrity ID 2

**Complexity Analysis:**

* **Time Complexity:** O(n2).   
  A nested loop is run traversing the array, SO the time complexity is O(n2)
* **Space Complexity:** O(n).   
  Since extra space of size n is required.

**Approach :**   
The problem can be solved using recursion. Say, if the ‘potential celebrity’ of N-1 persons is known, can the solution to N be found from it? A potential celebrity is one who is the only one left after eliminating n-1 people. n-1 people are eliminated with the following strategy:

* If A knows B, then A cannot be a celebrity. But B could be.
* Else If B knows A, then B cannot be a celebrity. But A could be.

The above-mentioned approach use **Recursion** to find the potential celebrity among n persons, recursively calls n-1 persons, till the base case of 0 persons is reached. For 0 persons -1 is returned indicating that there are no possible celebrities since there are 0 people. In the ith stage of recursion, the ith person and (i-1)th person are compared to check if anyone of them knows the other. And using the above logic (in the bullet points) the potential celebrity is returned to the (i+1)th stage.

Once the recursive function returns an id. We check if this id does not know anybody else, but all others know this id. If this is true, then this id will be the celebrity.

**Algorithm :**

1. Create a recursive function that takes an integer n.
2. Check the base case, if the value of n is 0 then return -1.
3. Call the recursive function and get the ID of the potential celebrity from the first n-1 elements.
4. If the id is -1 then assign n as the potential celebrity and return the value.
5. If the potential  celebrity of first n-1 elements knows n-1 then return n-1, (0 based indexing)
6. If the celebrity of first n-1 elements does not know n-1 then return id of celebrity of n-1 elements, (0 based indexing)
7. Else return -1
8. Create a wrapper function and check whether the id returned by the function is really the celebrity or not.

**Implementation:**

// C++ program to find celebrity

#include <bits/stdc++.h>

#include <list>

using namespace std;

// Max # of persons in the party

#define N 8

// Person with 2 is celebrity

bool MATRIX[N][N] = { { 0, 0, 1, 0 },

{ 0, 0, 1, 0 },

{ 0, 0, 0, 0 },

{ 0, 0, 1, 0 } };

bool knows(int a, int b) { return MATRIX[a][b]; }

// Returns -1 if a 'potential celebrity'

// is not present. If present,

// returns id (value from 0 to n-1).

int findPotentialCelebrity(int n)

{

// base case - when n reaches 0 , returns -1

// since n represents the number of people,

// 0 people implies no celebrity(= -1)

if (n == 0)

return -1;

// find the celebrity with n-1

// persons

int id = findPotentialCelebrity(n - 1);

// if there are no celebrities

if (id == -1)

return n - 1;

// if the id knows the nth person

// then the id cannot be a celebrity, but nth person

// could be one

else if (knows(id, n - 1)) {

return n - 1;

}

// if the nth person knows the id,

// then the nth person cannot be a celebrity and the id

// could be one

else if (knows(n - 1, id)) {

return id;

}

// if there is no celebrity

return -1;

}

// Returns -1 if celebrity

// is not present. If present,

// returns id (value from 0 to n-1).

// a wrapper over findCelebrity

int Celebrity(int n)

{

// find the celebrity

int id = findPotentialCelebrity(n);

// check if the celebrity found

// is really the celebrity

if (id == -1)

return id;

else {

int c1 = 0, c2 = 0;

// check the id is really the

// celebrity

for (int i = 0; i < n; i++)

if (i != id) {

c1 += knows(id, i);

c2 += knows(i, id);

}

// if the person is known to

// everyone.

if (c1 == 0 && c2 == n - 1)

return id;

return -1;

}

}

// Driver code

int main()

{

int n = 4;

int id = Celebrity(n);

id == -1 ? cout << "No celebrity"

: cout << "Celebrity ID " << id;

return 0;

}

**Output :**

Celebrity ID 2

**Complexity Analysis:**

* **Time Complexity:** O(n).   
  The recursive function is called n times, so the time complexity is O(n).
* **Space Complexity:** O(1).   
  As no extra space is required.

**Approach:** There are some observations based on elimination technique (Refer *Polya’s How to Solve It* book).

* If A knows B, then A can’t be a celebrity. Discard A, and *B may be celebrity*.
* If A doesn’t know B, then B can’t be a celebrity. Discard B, and *A may be celebrity*.
* Repeat above two steps till there is only one person.
* Ensure the remained person is a celebrity. (What is the need of this step?)

**Algorithm:**

1. Create a stack and push all the id’s in the stack.
2. Run a loop while there are more than 1 element in the stack.
3. Pop top two element from the stack (represent them as A and B)
4. If A knows B, then A can’t be a celebrity and push B in stack. Else if A doesn’t know B, then B can’t be a celebrity push A in stack.
5. Assign the remaining element in the stack as the celebrity.
6. Run a loop from 0 to n-1 and find the count of persons who knows the celebrity and the number of people whom the celebrity knows. if the count of persons who knows the celebrity is n-1 and the count of people whom the celebrity knows is 0 then return the id of celebrity else return -1.

**Implementation:**

// C++ program to find celebrity

#include <bits/stdc++.h>

#include <list>

using namespace std;

// Max # of persons in the party

#define N 8

// Person with 2 is celebrity

bool MATRIX[N][N] = {{0, 0, 1, 0},

{0, 0, 1, 0},

{0, 0, 0, 0},

{0, 0, 1, 0}};

bool knows(int a, int b)

{

return MATRIX[a][b];

}

// Returns -1 if celebrity

// is not present. If present,

// returns id (value from 0 to n-1).

int findCelebrity(int n)

{

// Handle trivial

// case of size = 2

stack<int> s;

// Celebrity

int C;

// Push everybody to stack

for (int i = 0; i < n; i++)

s.push(i);

// Extract top 2

// Find a potential celebrity

while (s.size() > 1)

{ int A = s.top();

s.pop();

int B = s.top();

s.pop();

if (knows(A, B))

{

s.push(B);

}

else

{

s.push(A);

}

}

// If there are only two people

// and there is no

// potential candicate

if(s.empty())

return -1;

// Potential candidate?

C = s.top();

s.pop();

// Check if C is actually

// a celebrity or not

for (int i = 0; i < n; i++)

{

// If any person doesn't

// know 'C' or 'C' doesn't

// know any person, return -1

if ( (i != C) &&

(knows(C, i) ||

!knows(i, C)) )

return -1;

}

return C;

}

// Driver code

int main()

{

int n = 4;

int id = findCelebrity(n);

id == -1 ? cout << "No celebrity" :

cout << "Celebrity ID " << id;

return 0;

}

**Output :**

Celebrity ID 2

**Complexity Analysis:**

* **Time Complexity:** O(n).   
  The total number of comparisons 3(N-1), so the time complexity is O(n).
* **Space Complexity:** O(n).   
  n extra space is needed to store the stack.

**Optimal Approach:** The idea is to use two pointers, one from start and one from the end. Assume the start person is A, and the end person is B. If A knows B, then A must not be the celebrity. Else, B must not be the celebrity. At the end of the loop, only one index will be left as a celebrity. Go through each person again and check whether this is the celebrity.   
The **Two Pointer approach** can be used where two pointers can be assigned, one at the start and the other at the end, and the elements can be compared and the search space can be reduced. 

**Algorithm :**

1. Create two indices i and j, where i = 0 and j = n-1
2. Run a loop until i is less than j.
3. Check if i knows j, then i can’t be a celebrity. so increment i, i.e. i++
4. Else j cannot be a celebrity, so decrement j, i.e. j–
5. Assign i as the celebrity candidate
6. Now at last check that whether the candidate is actually a celebrity by re-running a loop from 0 to n-1  and constantly checking that if the candidate knows a person or if there is a candidate who does not know the candidate, then we should return -1. else at the end of the loop, we can be sure that the candidate is actually a celebrity.

**Implementation:**

// C++ program to find celebrity

// in the given Matrix of people

#include<bits/stdc++.h>

using namespace std;

#define N 4

int celebrity(int M[N][N], int n)

{

// This function returns the celebrity

// index 0-based (if any)

int i = 0, j = n - 1;

while (i < j) {

if (M[j][i] == 1) // j knows i

j--;

else // j doesnt know i so i cant be celebrity

i++;

}

// i points to our celebrity candidate

int candidate = i;

// Now, all that is left is to check that whether

// the candidate is actually a celebrity i.e: he is

// known by everyone but he knows no one

for (i = 0; i < n; i++) {

if (i != candidate) {

if (M[i][candidate] == 0

|| M[candidate][i] == 1)

return -1;

}

}

// if we reach here this means that the candidate

// is really a celebrity

return candidate;

}

int main()

{

int M[N][N] = { { 0, 0, 1, 0 },

{ 0, 0, 1, 0 },

{ 0, 0, 0, 0 },

{ 0, 0, 1, 0 } };

int celebIdx = celebrity(M, 4);

if (celebIdx == -1)

cout<<("No celebrity found!");

else {

cout<<

"0-based celebrity index is : " << celebIdx;

}

return 0;

}

**Output :**

0-based celebrity index is : 2

**Complexity Analysis:**

* **Time Complexity:** O(n)
* **Space Complexity:** O(1) No extra space is required.

# 283. Arithmetic Expression evaluation

The stack organization is very effective in evaluating arithmetic expressions. Expressions are usually represented in what is known as **Infix notation**, in which each operator is written between two operands (i.e., A + B). With this notation, we must distinguish between ( A + B )\*C and A + ( B \* C ) by using either parentheses or some operator-precedence convention. Thus, the order of operators and operands in an arithmetic expression does not uniquely determine the order in which the operations are to be performed.

**1. Polish notation (prefix notation) –**   
It refers to the notation in which the operator is placed before its two operands. Here no parentheses are required, i.e.,

+AB

**2. Reverse Polish notation(postfix notation) –**   
It refers to the analogous notation in which the operator is placed after its two operands. Again, no parentheses is required in Reverse Polish notation, i.e., 

AB+

Stack-organized computers are better suited for post-fix notation than the traditional infix notation. Thus, the infix notation must be converted to the postfix notation. The conversion from infix notation to postfix notation must take into consideration the operational hierarchy.

There are 3 levels of precedence for 5 binary operators as given below: 

Highest: Exponentiation (^)

Next highest: Multiplication (\*) and division (/)

Lowest: Addition (+) and Subtraction (-)

**For example –** 

Infix notation: (A-B)\*[C/(D+E)+F]

Post-fix notation: AB- CDE +/F +\*

Here, we first perform the arithmetic inside the parentheses (A-B) and (D+E). The division of C/(D+E) must be done prior to the addition with F. After that multiply the two terms inside the parentheses and bracket.

Now we need to calculate the value of these arithmetic operations by using a stack.

The procedure for getting the result is: 

1. Convert the expression in Reverse Polish notation( post-fix notation).
2. Push the operands into the stack in the order they appear.
3. When any operator encounters then pop two topmost operands for executing the operation.
4. After execution push the result obtained into the stack.
5. After the complete execution of expression, the final result remains on the top of the stack.

**For example –** 

Infix notation: (2+4) \* (4+6)

Post-fix notation: 2 4 + 4 6 + \*

Result: 60

The stack operations for this expression evaluation is shown below:
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# 284. Evaluation of Postfix expression

Given string **S** representing a postfix expression, the task is to evaluate the expression and find the final value. Operators will only include the basic arithmetic operators like **\*, /, + and -**.

**Example 1:**

**Input**: S = "231\*+9-"

**Output**: -4

**Explanation**:

After solving the given expression,

we have -4 as result.

**Example 2:**

**Input**: S = "123+\*8-"

**Output**: -3

**Explanation**:

After solving the given postfix

expression, we have -3 as result.

**Your Task:**  
You do not need to read input or print anything. Complete the function**evaluatePostfixExpression()**that takes the string S denoting the expression as input parameter and returnsthe evaluated value.

**Expected Time Complexity**: O(|S|)  
**Expected Auixilliary Space**: O(|S|)

**Constraints:**  
1 ≤ |S| ≤ 105

0 ≤ |Si|≤ 9 (And given operators)

## Solution:

Following is an algorithm for evaluation postfix expressions.   
1) Create a stack to store operands (or values).   
2) Scan the given expression and do the following for every scanned element.   
…..a) If the element is a number, push it into the stack   
…..b) If the element is an operator, pop operands for the operator from the stack. Evaluate the operator and push the result back to the stack   
3) When the expression is ended, the number in the stack is the final answer

**Example:**   
Let the given expression be “2 3 1 \* + 9 -“. We scan all elements one by one.   
1) Scan ‘2’, it’s a number, so push it to stack. Stack contains ‘2’   
2) Scan ‘3’, again a number, push it to stack, stack now contains ‘2 3’ (from bottom to top)   
3) Scan ‘1’, again a number, push it to stack, stack now contains ‘2 3 1’   
4) Scan ‘\*’, it’s an operator, pop two operands from stack, apply the \* operator on operands, we get 3\*1 which results in 3. We push the result ‘3’ to stack. The stack now becomes ‘2 3’.   
5) Scan ‘+’, it’s an operator, pop two operands from stack, apply the + operator on operands, we get 3 + 2 which results in 5. We push the result ‘5’ to stack. The stack now becomes ‘5’.   
6) Scan ‘9’, it’s a number, we push it to the stack. The stack now becomes ‘5 9’.   
7) Scan ‘-‘, it’s an operator, pop two operands from stack, apply the – operator on operands, we get 5 – 9 which results in -4. We push the result ‘-4’ to the stack. The stack now becomes ‘-4’.   
8) There are no more elements to scan, we return the top element from the stack (which is the only element left in a stack).

Below is the implementation of the above algorithm.

// C++ program to evaluate value of a postfix expression

#include <iostream>

#include <string.h>

using namespace std;

// Stack type

struct Stack

{

int top;

unsigned capacity;

int\* array;

};

// Stack Operations

struct Stack\* createStack( unsigned capacity )

{

struct Stack\* stack = (struct Stack\*) malloc(sizeof(struct Stack));

if (!stack) return NULL;

stack->top = -1;

stack->capacity = capacity;

stack->array = (int\*) malloc(stack->capacity \* sizeof(int));

if (!stack->array) return NULL;

return stack;

}

int isEmpty(struct Stack\* stack)

{

return stack->top == -1 ;

}

char peek(struct Stack\* stack)

{

return stack->array[stack->top];

}

char pop(struct Stack\* stack)

{

if (!isEmpty(stack))

return stack->array[stack->top--] ;

return '$';

}

void push(struct Stack\* stack, char op)

{

stack->array[++stack->top] = op;

}

// The main function that returns value of a given postfix expression

int evaluatePostfix(char\* exp)

{

// Create a stack of capacity equal to expression size

struct Stack\* stack = createStack(strlen(exp));

int i;

// See if stack was created successfully

if (!stack) return -1;

// Scan all characters one by one

for (i = 0; exp[i]; ++i)

{

// If the scanned character is an operand (number here),

// push it to the stack.

if (isdigit(exp[i]))

push(stack, exp[i] - '0');

// If the scanned character is an operator, pop two

// elements from stack apply the operator

else

{

int val1 = pop(stack);

int val2 = pop(stack);

switch (exp[i])

{

case '+': push(stack, val2 + val1); break;

case '-': push(stack, val2 - val1); break;

case '\*': push(stack, val2 \* val1); break;

case '/': push(stack, val2/val1); break;

}

}

}

return pop(stack);

}

// Driver program to test above functions

int main()

{

char exp[] = "231\*+9-";

cout<<"postfix evaluation: "<< evaluatePostfix(exp);

return 0;

}

**Output:**

postfix evaluation: -4

The time complexity of the evaluation algorithm is O(n) where n is a number of characters in the input expression.

There are the following limitations of the above implementation.   
1) It supports only 4 binary operators ‘+’, ‘\*’, ‘-‘ and ‘/’. It can be extended for more operators by adding more switch cases.   
2) The allowed operands are only single-digit operands. The program can be extended for multiple digits by adding a separator-like space between all elements (operators and operands) of the given expression. 

Below given is the extended program which allows operands to have multiple digits.

// C++ program to evaluate value of a postfix

// expression having multiple digit operands

#include <bits/stdc++.h>

using namespace std;

// Stack type

class Stack

{

public:

int top;

unsigned capacity;

int\* array;

};

// Stack Operations

Stack\* createStack( unsigned capacity )

{

Stack\* stack = new Stack();

if (!stack) return NULL;

stack->top = -1;

stack->capacity = capacity;

stack->array = new int[(stack->capacity \* sizeof(int))];

if (!stack->array) return NULL;

return stack;

}

int isEmpty(Stack\* stack)

{

return stack->top == -1 ;

}

int peek(Stack\* stack)

{

return stack->array[stack->top];

}

int pop(Stack\* stack)

{

if (!isEmpty(stack))

return stack->array[stack->top--] ;

return '$';

}

void push(Stack\* stack,int op)

{

stack->array[++stack->top] = op;

}

// The main function that returns value

// of a given postfix expression

int evaluatePostfix(char\* exp)

{

// Create a stack of capacity equal to expression size

Stack\* stack = createStack(strlen(exp));

int i;

// See if stack was created successfully

if (!stack) return -1;

// Scan all characters one by one

for (i = 0; exp[i]; ++i)

{

//if the character is blank space then continue

if(exp[i] == ' ')continue;

// If the scanned character is an

// operand (number here),extract the full number

// Push it to the stack.

else if (isdigit(exp[i]))

{

int num=0;

//extract full number

while(isdigit(exp[i]))

{

num = num \* 10 + (int)(exp[i] - '0');

i++;

}

i--;

//push the element in the stack

push(stack,num);

}

// If the scanned character is an operator, pop two

// elements from stack apply the operator

else

{

int val1 = pop(stack);

int val2 = pop(stack);

switch (exp[i])

{

case '+': push(stack, val2 + val1); break;

case '-': push(stack, val2 - val1); break;

case '\*': push(stack, val2 \* val1); break;

case '/': push(stack, val2/val1); break;

}

}

}

return pop(stack);

}

// Driver code

int main()

{

char exp[] = "100 200 + 2 / 5 \* 7 +";

cout << evaluatePostfix(exp);

return 0;

}

**Output :**

757

# 285. Implement a method to insert an element at its bottom without using any other data structure.

Given a [stack](https://www.geeksforgeeks.org/stack-data-structure/) **S** and an integer **N**, the task is to insert **N** at the bottom of the stack.

**Examples:**

***Input:****N = 7  
S = 1 <- (Top)  
      2  
     3  
     4  
     5****Output:****1 2 3 4 5 7*

***Input:****N = 17  
S = 1 <- (Top)  
     12  
     34  
     47  
     15****Output:****1 12 34 47 15 17*

## Solution:

Instead of using a temporary stack, the *implicit stack* can be used through [recursion](http://www.geeksforgeeks.org/recursion/). Follow the steps below to solve the problem:

1. Define a [recursion function](https://www.geeksforgeeks.org/recursive-functions/) that accepts the stack **S** and an integer as parameters and returns a stack.
2. Base case to be considered is if the [stack is empty](https://www.geeksforgeeks.org/stack-empty-and-stack-size-in-c-stl/). For this scenario, [push **N** into the stack](https://www.geeksforgeeks.org/stack-push-and-pop-in-c-stl/) and return it.
3. Otherwise, remove the [top element of **S**](https://www.geeksforgeeks.org/stack-top-c-stl/)and store it in a variable, say **X**.
4. Recurse again using the new stack
5. Push **X** into **S**.

Below is the implementation of the above approach:

// C++ program for the above approach

#include <bits/stdc++.h>

using namespace std;

// Recursive function to use implicit stack

// to insert an element at the bottom of stack

stack<int> recur(stack<int> S, int N)

{

// If stack is empty

if (S.empty())

S.push(N);

else {

// Stores the top element

int X = S.top();

// Pop the top element

S.pop();

// Recurse with remaining elements

S = recur(S, N);

// Push the previous

// top element again

S.push(X);

}

return S;

}

// Function to insert an element

// at the bottom of stack

void insertToBottom(

stack<int> S, int N)

{

// Recursively insert

// N at the bottom of S

S = recur(S, N);

// Print the stack S

while (!S.empty()) {

cout << S.top() << " ";

S.pop();

}

}

// Driver Code

int main()

{

// Input

stack<int> S;

S.push(5);

S.push(4);

S.push(3);

S.push(2);

S.push(1);

int N = 7;

insertToBottom(S, N);

return 0;

}

**Output:**

1 2 3 4 5 7

***Time Complexity:****O(N), where N is the total number of elements in the* *stack.*  
***Auxiliary Space:****O(N)*

**If it is allowed to use a temporary stack:**

**Naive Approach:** The simplest approach would be to create another stack. Follow the steps below to solve the problem:

1. [Initialize a stack](https://www.geeksforgeeks.org/stack-in-cpp-stl/), say **temp**.
2. Keep popping from the given stack **S** and [pushing the popped elements into **temp**](https://www.geeksforgeeks.org/stack-push-and-pop-in-c-stl/), until the stack **S** becomes empty.
3. [Push **N** into the stack **S**](https://www.geeksforgeeks.org/stack-push-and-pop-in-c-stl/).
4. Now, keep popping from the stack**temp**and push the popped elements into the stack **S**, until the [stack **temp** becomes empty](https://www.geeksforgeeks.org/stack-empty-and-stack-size-in-c-stl/).

Below is the implementation of the above approach:

// C++ program for the above approach

#include <bits/stdc++.h>

using namespace std;

// Function to insert an element

// at the bottom of a given stack

void insertToBottom(stack<int> S, int N)

{

// Temporary stack

stack<int> temp;

// Iterate until S becomes empty

while (!S.empty()) {

// Push the top element of S

// into the stack temp

temp.push(S.top());

// Pop the top element of S

S.pop();

}

// Push N into the stack S

S.push(N);

// Iterate until temp becomes empty

while (!temp.empty()) {

// Push the top element of

// temp into the stack S

S.push(temp.top());

// Pop the top element of temp

temp.pop();

}

// Print the elements of S

while (!S.empty()) {

cout << S.top() << " ";

S.pop();

}

}

// Driver Code

int main()

{

// Input

stack<int> S;

S.push(5);

S.push(4);

S.push(3);

S.push(2);

S.push(1);

int N = 7;

insertToBottom(S, N);

return 0;

}

**Output:**

1 2 3 4 5 7

***Time Complexity:****O(N)*  
***Auxiliary Space:****O(N)*

# 286. Reverse a stack using recursion

Write a program to reverse a stack using recursion. You are not allowed to use loop constructs like while, for..etc, and you can only use the following ADT functions on Stack S:   
isEmpty(S)   
push(S)   
pop(S)

## Solution:

The idea of the solution is to hold all values in Function Call Stack until the stack becomes empty. When the stack becomes empty, insert all held items one by one at the bottom of the stack.   
For example, let the input stack be

1 <-- top

2

3

4

First 4 is inserted at the bottom.

4 <-- top

Then 3 is inserted at the bottom

4 <-- top

3

Then 2 is inserted at the bottom

4 <-- top

3

2

Then 1 is inserted at the bottom

4 <-- top

3

2

1

So we need a function that inserts at the bottom of a stack using the above given basic stack function.

**void insertAtBottom(():**First pops all stack items and stores the popped item in function call stack using recursion. And when stack becomes empty, pushes new item and all items stored in call stack.

**void reverse():** This function mainly uses insertAtBottom() to pop all items one by one and insert the popped items at the bottom.

// C++ code to reverse a

// stack using recursion

#include<bits/stdc++.h>

using namespace std;

// using std::stack for

// stack implementation

stack<char> st;

// initializing a string to store

// result of reversed stack

string ns;

// Below is a recursive function

// that inserts an element

// at the bottom of a stack.

char insert\_at\_bottom(char x)

{

if(st.size() == 0)

st.push(x);

else

{

// All items are held in Function Call

// Stack until we reach end of the stack

// When the stack becomes empty, the

// st.size() becomes 0, the above if

// part is executed and the item is

// inserted at the bottom

char a = st.top();

st.pop();

insert\_at\_bottom(x);

// push allthe items held in

// Function Call Stack

// once the item is inserted

// at the bottom

st.push(a);

}

}

// Below is the function that

// reverses the given stack using

// insert\_at\_bottom()

char reverse()

{

if(st.size()>0)

{

// Hold all items in Function

// Call Stack until we

// reach end of the stack

char x = st.top();

st.pop();

reverse();

// Insert all the items held

// in Function Call Stack

// one by one from the bottom

// to top. Every item is

// inserted at the bottom

insert\_at\_bottom(x);

}

}

// Driver Code

int main()

{

// push elements into

// the stack

st.push('1');

st.push('2');

st.push('3');

st.push('4');

cout<<"Original Stack"<<endl;

// print the elements

// of original stack

cout<<"1"<<" "<<"2"<<" "

<<"3"<<" "<<"4"

<<endl;

// function to reverse

// the stack

reverse();

cout<<"Reversed Stack"

<<endl;

// storing values of reversed

// stack into a string for display

while(!st.empty())

{

char p=st.top();

st.pop();

ns+=p;

}

//display of reversed stack

cout<<ns[3]<<" "<<ns[2]<<" "

<<ns[1]<<" "<<ns[0]<<endl;

return 0;

}

**Output:**

Original Stack

1 2 3 4

Reversed Stack

4 3 2 1

**Time Complexity**: This approach takes the worst time complexity of O(n^2),

**Space Complexity**: This approach takes the space complexity of O(n) for stack of function calls.

**Note:** Without stack, we can easily do it using another temporary stack.

# 287. Sort a Stack

Given a stack, the task is to sort it such that the top of the stack has the greatest element.

**Example 1:**

**Input:**

Stack: 3 2 1

**Output:** 3 2 1

**Example 2:**

**Input:**

Stack: 11 2 32 3 41

**Output:** 41 32 11 3 2

**Your Task:**  
You don't have to read input or print anything. Your task is to complete the function **sort()**which sorts the elements present in the given stack. (The sorted stack is printed by the driver's code by popping the elements of the stack.)

**Expected Time Complexity**: O(N\*N)  
**Expected Auxilliary Space**: O(N) recursive.

**Constraints:**  
1<=N<=100  
  
**Note:**The **Input/Ouput** format and **Example** given are used for system's internal purpose, and should be used by a user for **Expected Output** only. As it is a function problem, hence a user should not read any input from stdin/console. The task is to complete the function specified, and not to write the full code.

## Solution:

**Sort a stack using recursion**

The idea of the solution is to hold all values in Function Call Stack until the stack becomes empty. When the stack becomes empty, insert all held items one by one in sorted order. Here sorted order is important.

**Algorithm**   
We can use below algorithm to sort stack elements:

sortStack(stack S)

if stack is not empty:

temp = pop(S);

sortStack(S);

sortedInsert(S, temp);

Below algorithm is to insert element is sorted order:

sortedInsert(Stack S, element)

if stack is empty OR element > top element

push(S, elem)

else

temp = pop(S)

sortedInsert(S, element)

push(S, temp)

**Illustration:**

Let given stack be

-3 <-- top of the stack

14

18

-5

30

Let us illustrate sorting of stack using above example:  
First pop all the elements from the stack and store popped element in variable ‘temp’. After poping all the elements function’s stack frame will look like:

temp = -3 --> stack frame #1

temp = 14 --> stack frame #2

temp = 18 --> stack frame #3

temp = -5 --> stack frame #4

temp = 30 --> stack frame #5

Now stack is empty and ‘insert\_in\_sorted\_order()’ function is called and it inserts 30 (from stack frame #5) at the bottom of the stack. Now stack looks like below:

**30** <-- top of the stack

Now next element i.e. -5 (from stack frame #4) is picked. Since -5 < 30, -5 is inserted at the bottom of stack. Now stack becomes:

30 <-- top of the stack

-5

Next 18 (from stack frame #3) is picked. Since 18 < 30, 18 is inserted below 30. Now stack becomes:

30 <-- top of the stack

**18**

-5

Next 14 (from stack frame #2) is picked. Since 14 < 30 and 14 < 18, it is inserted below 18. Now stack becomes:

30 <-- top of the stack

18

**14**

-5

Now -3 (from stack frame #1) is picked, as -3 < 30 and -3 < 18 and -3 < 14, it is inserted below 14. Now stack becomes:

30 <-- top of the stack

18

14

**-3**

-5

**Implementation:**

Below is the implementation of the above algorithm.

// C++ program to sort a stack using recursion

#include <iostream>

using namespace std;

// Stack is represented using linked list

struct stack {

int data;

struct stack\* next;

};

// Utility function to initialize stack

void initStack(struct stack\*\* s) { \*s = NULL; }

// Utility function to check if stack is empty

int isEmpty(struct stack\* s)

{

if (s == NULL)

return 1;

return 0;

}

// Utility function to push an item to stack

void push(struct stack\*\* s, int x)

{

struct stack\* p = (struct stack\*)malloc(sizeof(\*p));

if (p == NULL) {

fprintf(stderr, "Memory allocation failed.\n");

return;

}

p->data = x;

p->next = \*s;

\*s = p;

}

// Utility function to remove an item from stack

int pop(struct stack\*\* s)

{

int x;

struct stack\* temp;

x = (\*s)->data;

temp = \*s;

(\*s) = (\*s)->next;

free(temp);

return x;

}

// Function to find top item

int top(struct stack\* s) { return (s->data); }

// Recursive function to insert an item x in sorted way

void sortedInsert(struct stack\*\* s, int x)

{

// Base case: Either stack is empty or newly inserted

// item is greater than top (more than all existing)

if (isEmpty(\*s) or x > top(\*s)) {

push(s, x);

return;

}

// If top is greater, remove the top item and recur

int temp = pop(s);

sortedInsert(s, x);

// Put back the top item removed earlier

push(s, temp);

}

// Function to sort stack

void sortStack(struct stack\*\* s)

{

// If stack is not empty

if (!isEmpty(\*s)) {

// Remove the top item

int x = pop(s);

// Sort remaining stack

sortStack(s);

// Push the top item back in sorted stack

sortedInsert(s, x);

}

}

// Utility function to print contents of stack

void printStack(struct stack\* s)

{

while (s) {

cout << s->data << " ";

s = s->next;

}

cout << "\n";

}

// Driver code

int main(void)

{

struct stack\* top;

initStack(&top);

push(&top, 30);

push(&top, -5);

push(&top, 18);

push(&top, 14);

push(&top, -3);

cout << "Stack elements before sorting:\n";

printStack(top);

sortStack(&top);

cout << "\n";

cout << "Stack elements after sorting:\n";

printStack(top);

return 0;

}

**Output:**

Stack elements before sorting:

-3 14 18 -5 30

Stack elements after sorting:

30 18 14 -3 -5

**Complexity Analysis:**

* **Time Complexity:** O(n2).   
  In the worst case for every **sortstack()**, sortedinsert() is called for ‘N’ times recursively for putting element to the right place
* **Auxiliary Space:**O(N)  
  Use of stack data structure for storing values

**Sort a stack using a temporary stack**

We follow this algorithm.

1. Create a temporary stack say **tmpStack**.
2. While input stack is NOT empty do this:
   * Pop an element from input stack call it **temp**
   * while temporary stack is NOT empty and top of temporary stack is greater than temp,   
     pop from temporary stack and push it to the input stack
   * push **temp** in temporary stack
3. The sorted numbers are in tmpStack

Here is a dry run of the above pseudo code.

input: [34, 3, 31, 98, 92, 23]

Element taken out: 23

input: [34, 3, 31, 98, 92]

tmpStack: [23]

Element taken out: 92

input: [34, 3, 31, 98]

tmpStack: [23, 92]

Element taken out: 98

input: [34, 3, 31]

tmpStack: [23, 92, 98]

Element taken out: 31

input: [34, 3, 98, 92]

tmpStack: [23, 31]

Element taken out: 92

input: [34, 3, 98]

tmpStack: [23, 31, 92]

Element taken out: 98

input: [34, 3]

tmpStack: [23, 31, 92, 98]

Element taken out: 3

input: [34, 98, 92, 31, 23]

tmpStack: [3]

Element taken out: 23

input: [34, 98, 92, 31]

tmpStack: [3, 23]

Element taken out: 31

input: [34, 98, 92]

tmpStack: [3, 23, 31]

Element taken out: 92

input: [34, 98]

tmpStack: [3, 23, 31, 92]

Element taken out: 98

input: [34]

tmpStack: [3, 23, 31, 92, 98]

Element taken out: 34

input: [98, 92]

tmpStack: [3, 23, 31, 34]

Element taken out: 92

input: [98]

tmpStack: [3, 23, 31, 34, 92]

Element taken out: 98

input: []

tmpStack: [3, 23, 31, 34, 92, 98]

final sorted list: [3, 23, 31, 34, 92, 98]

// C++ program to sort a stack using an

// auxiliary stack.

#include <bits/stdc++.h>

using namespace std;

// This function return the sorted stack

stack<int> sortStack(stack<int> &input)

{

stack<int> tmpStack;

while (!input.empty())

{

// pop out the first element

int tmp = input.top();

input.pop();

// while temporary stack is not empty and top

// of stack is greater than temp

while (!tmpStack.empty() && tmpStack.top() > tmp)

{

// pop from temporary stack and push

// it to the input stack

input.push(tmpStack.top());

tmpStack.pop();

}

// push temp in temporary of stack

tmpStack.push(tmp);

}

return tmpStack;

}

// main function

int main()

{

stack<int> input;

input.push(34);

input.push(3);

input.push(31);

input.push(98);

input.push(92);

input.push(23);

// This is the temporary stack

stack<int> tmpStack = sortStack(input);

cout << "Sorted numbers are:\n";

while (!tmpStack.empty())

{

cout << tmpStack.top()<< " ";

tmpStack.pop();

}

}

**Output:**

Sorted numbers are:

98 92 34 31 23 3

# 288. Merge Overlapping Intervals

Given a set of time intervals in any order, merge all overlapping intervals into one and output the result which should have only mutually exclusive intervals. Let the intervals be represented as pairs of integers for simplicity.   
For example, let the given set of intervals be {{1,3}, {2,4}, {5,7}, {6,8}}. The intervals {1,3} and {2,4} overlap with each other, so they should be merged and become {1, 4}. Similarly, {5, 7} and {6, 8} should be merged and become {5, 8}

Write a function that produces the set of merged intervals for the given set of intervals.

## Solution:

A **simple approach** is to start from the first interval and compare it with all other intervals for overlapping, if it overlaps with any other interval, then remove the other interval from the list and merge the other into the first interval. Repeat the same steps for remaining intervals after first. This approach cannot be implemented in better than O(n^2) time.  
An **efficient approach** is to first sort the intervals according to the starting time. Once we have the sorted intervals, we can combine all intervals in a linear traversal. The idea is, in sorted array of intervals, if interval[i] doesn’t overlap with interval[i-1], then interval[i+1] cannot overlap with interval[i-1] because starting time of interval[i+1] must be greater than or equal to interval[i]. Following is the detailed step by step algorithm.

Sort the intervals based on increasing order of

starting time.

**2.** Push the first interval on to a stack.

**3.** For each interval do the following

**a.** If the current interval does not overlap with the stack

top, push it.

**b.** If the current interval overlaps with stack top and ending

time of current interval is more than that of stack top,

update stack top with the ending time of current interval.

**4.** At the end stack contains the merged intervals.

Below is an implementation of the above approach.

// A C++ program for merging overlapping intervals

#include<bits/stdc++.h>

using namespace std;

// An interval has start time and end time

struct Interval

{

int start, end;

};

// Compares two intervals according to their staring time.

// This is needed for sorting the intervals using library

// function std::sort(). See http://goo.gl/iGspV

bool compareInterval(Interval i1, Interval i2)

{

return (i1.start < i2.start);

}

// The main function that takes a set of intervals, merges

// overlapping intervals and prints the result

void mergeIntervals(Interval arr[], int n)

{

// Test if the given set has at least one interval

if (n <= 0)

return;

// Create an empty stack of intervals

stack<Interval> s;

// sort the intervals in increasing order of start time

sort(arr, arr+n, compareInterval);

// push the first interval to stack

s.push(arr[0]);

// Start from the next interval and merge if necessary

for (int i = 1 ; i < n; i++)

{

// get interval from stack top

Interval top = s.top();

// if current interval is not overlapping with stack top,

// push it to the stack

if (top.end < arr[i].start)

s.push(arr[i]);

// Otherwise update the ending time of top if ending of current

// interval is more

else if (top.end < arr[i].end)

{

top.end = arr[i].end;

s.pop();

s.push(top);

}

}

// Print contents of stack

cout << "\n The Merged Intervals are: ";

while (!s.empty())

{

Interval t = s.top();

cout << "[" << t.start << "," << t.end << "] ";

s.pop();

}

return;

}

// Driver program

int main()

{

Interval arr[] = { {6,8}, {1,9}, {2,4}, {4,7} };

int n = sizeof(arr)/sizeof(arr[0]);

mergeIntervals(arr, n);

return 0;

}

Output:

The Merged Intervals are: [1,9]

Time complexity of the method is O(nLogn) which is for sorting. Once the array of intervals is sorted, merging takes linear time.  
**A O(n Log n) and O(1) Extra Space Solution**   
The above solution requires O(n) extra space for the stack. We can avoid the use of extra space by doing merge operations in-place. Below are detailed steps.

1) Sort all intervals in increasing order of start time.

2) Traverse sorted intervals starting from first interval,

do following for every interval.

a) If current interval is not first interval and it

overlaps with previous interval, then merge it with

previous interval. Keep doing it while the interval

overlaps with the previous one.

b) Else add current interval to output list of intervals.

Note that if intervals are sorted by decreasing order of start times, we can quickly check if intervals overlap or not by comparing the start time of the previous interval with the end time of the current interval.  
Below is the implementation of the above algorithm.

// C++ program to merge overlapping Intervals in

// O(n Log n) time and O(1) extra space.

#include<bits/stdc++.h>

using namespace std;

// An Interval

struct Interval

{

int s, e;

};

// Function used in sort

bool mycomp(Interval a, Interval b)

{ return a.s < b.s; }

void mergeIntervals(Interval arr[], int n)

{

// Sort Intervals in increasing order of

// start time

sort(arr, arr+n, mycomp);

int index = 0; // Stores index of last element

// in output array (modified arr[])

// Traverse all input Intervals

for (int i=1; i<n; i++)

{

// If this is not first Interval and overlaps

// with the previous one

if (arr[index].e >= arr[i].s)

{

// Merge previous and current Intervals

arr[index].e = max(arr[index].e, arr[i].e);

arr[index].s = min(arr[index].s, arr[i].s);

}

else {

index++;

arr[index] = arr[i];

}

}

// Now arr[0..index-1] stores the merged Intervals

cout << "\n The Merged Intervals are: ";

for (int i = 0; i <= index; i++)

cout << "[" << arr[i].s << ", " << arr[i].e << "] ";

}

// Driver program

int main()

{

Interval arr[] = { {6,8}, {1,9}, {2,4}, {4,7} };

int n = sizeof(arr)/sizeof(arr[0]);

mergeIntervals(arr, n);

return 0;

}

**Output:**

The Merged Intervals are: [1,9]

# 289. Largest rectangular Area in Histogram

Find the largest rectangular area possible in a given histogram where the largest rectangle can be made of a number of contiguous bars. For simplicity, assume that all bars have the same width and the width is**1 unit**, there will be **N** bars height of each bar will be given by the array **arr**.

**Example 1:**

**Input:**

N = 7

arr[] = {6,2,5,4,5,1,6}

**Output:** 12

**Explanation:**

![http://d1hyf4ir1gqw6c.cloudfront.net/wp-content/uploads/histogram1.png](data:image/png;base64,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)

**Example 2:**

**Input:**

N = 8

arr[] = {7 2 8 9 1 3 6 5}

**Output:** 16

**Explanation:** Maximum size of the histogram

will be 8  and there will be 2 consecutive

histogram. And hence the area of the

histogram will be 8x2 = 16.

**Your Task:**  
The task is to complete the function **getMaxArea**() which takes the array arr[] and its size N as inputs and finds the largest rectangular area possible and **returns** the answer.

**Expected Time Complxity** : O(N)  
**Expected Auxilliary Space** : O(N)

**Constraints:**  
1 ≤ N ≤ 106  
1 ≤ arr[i] ≤ 1012

## Solution:

For every bar 'x', we calculate the area with 'x' as the smallest bar in the rectangle. If we calculate such area for every bar 'x' and find the maximum of all areas, our task is done. How to calculate area with 'x' as smallest bar? We need to know index of the first smaller (smaller than 'x') bar on left of 'x' and index of first smaller bar on right of 'x'. Let us call these indexes as 'left index' and 'right index' respectively.   
We traverse all bars from left to right, maintain a stack of bars. Every bar is pushed to stack once. A bar is popped from stack when a bar of smaller height is seen. When a bar is popped, we calculate the area with the popped bar as smallest bar. How do we get left and right indexes of the popped bar - the current index tells us the 'right index' and index of previous item in stack is the 'left index'. Following is the complete algorithm.  
**1)**Create an empty stack.  
**2)**Start from first bar, and do following for every bar 'hist[i]' where 'i' varies from 0 to n-1.   
......**a)** If stack is empty or hist[i] is higher than the bar at top of stack, then push 'i' to stack.   
......**b)** If this bar is smaller than the top of stack, then keep removing the top of stack while top of the stack is greater. Let the removed bar be hist[tp]. Calculate area of rectangle with hist[tp] as smallest bar. For hist[tp], the 'left index' is previous (previous to tp) item in stack and 'right index' is 'i' (current index).  
**3)** If the stack is not empty, then one by one remove all bars from stack and do step 2.b for every removed bar.

Following is implementation of the above algorithm.

// C++ program to find maximum rectangular area in

// linear time

#include<bits/stdc++.h>

using namespace std;

// The main function to find the maximum rectangular

// area under given histogram with n bars

int getMaxArea(int hist[], int n)

{

// Create an empty stack. The stack holds indexes

// of hist[] array. The bars stored in stack are

// always in increasing order of their heights.

stack<int> s;

int max\_area = 0; // Initialize max area

int tp; // To store top of stack

int area\_with\_top; // To store area with top bar

// as the smallest bar

// Run through all bars of given histogram

int i = 0;

while (i < n)

{

// If this bar is higher than the bar on top

// stack, push it to stack

if (s.empty() || hist[s.top()] <= hist[i])

s.push(i++);

// If this bar is lower than top of stack,

// then calculate area of rectangle with stack

// top as the smallest (or minimum height) bar.

// 'i' is 'right index' for the top and element

// before top in stack is 'left index'

else

{

tp = s.top(); // store the top index

s.pop(); // pop the top

// Calculate the area with hist[tp] stack

// as smallest bar

area\_with\_top = hist[tp] \* (s.empty() ? i :

i - s.top() - 1);

// update max area, if needed

if (max\_area < area\_with\_top)

max\_area = area\_with\_top;

}

}

// Now pop the remaining bars from stack and calculate

// area with every popped bar as the smallest bar

while (s.empty() == false)

{

tp = s.top();

s.pop();

area\_with\_top = hist[tp] \* (s.empty() ? i :

i - s.top() - 1);

if (max\_area < area\_with\_top)

max\_area = area\_with\_top;

}

return max\_area;

}

// Driver program to test above function

int main()

{

int hist[] = {6, 2, 5, 4, 5, 1, 6};

int n = sizeof(hist)/sizeof(hist[0]);

cout << "Maximum area is " << getMaxArea(hist, n);

return 0;

}

**Output**

Maximum area is 12

**Time Complexity:**Since every bar is pushed and popped only once, the time complexity of this method is O(n).

**Space Complexity :**O(n)

**Another Efficient Approach :**By finding next smaller element and previous smaller element for every element in **O(n) time complexity and O(n) auxiliary space** .  
**Step 1 :**First we will take two arrays **left\_smaller[]**and **right\_smaller[]**and initialize it with -1 and n respectively.

**Step 2 :** For every element we will store the index of previous smaller and next smaller element in left\_smaller[] and right\_smaller[] arrays respectively.

                (It will take O(n) time)

**Step 3 :** Now for every element we will calculate area by taking this ith element as the smallest in the range left\_smaller[i] and right\_smaller[i] and multiplying it with the difference of left\_smaller[i] and right\_smaller[i].

**Step 4 :** We can find the maximum of all the area calculated in step 3 to get the desired maximum area.

#include <bits/stdc++.h>

using namespace std;

//Function to find largest rectangular area possible in a given histogram.

int getMaxArea(int arr[], int n)

{

// Your code here

//we create an empty stack here.

stack<int> s;

//we push -1 to the stack because for some elements there will be no previous

//smaller element in the array and we can store -1 as the index for previous smaller.

s.push(-1);

int area = arr[0];

int i = 0;

//We declare left\_smaller and right\_smaller array of size n and initialize them with -1 and n as their default value.

//left\_smaller[i] will store the index of previous smaller element for ith element of the array.

//right\_smaller[i] will store the index of next smaller element for ith element of the array.

vector<int> left\_smaller(n, -1), right\_smaller(n, n);

while(i<n){

while(!s.empty()&&s.top()!=-1&&arr[s.top()]>arr[i]){

//if the current element is smaller than element with index stored on the

//top of stack then, we pop the top element and store the current element index

//as the right\_smaller for the poped element.

right\_smaller[s.top()] = i;

s.pop();

}

if(i>0&&arr[i]==arr[i-1]){

//we use this condition to avoid the unnecessary loop to find the left\_smaller.

//since the previous element is same as current element, the left\_smaller will always be the same for both.

left\_smaller[i] = left\_smaller[i-1];

}else{

//Element with the index stored on the top of the stack is always smaller than the current element.

//Therefore the left\_smaller[i] will always be s.top().

left\_smaller[i] = s.top();

}

s.push(i);

i++;

}

for(int j = 0; j<n; j++){

//here we find area with every element as the smallest element in their range and compare it with the previous area.

// in this way we get our max Area form this.

area = max(area, arr[j]\*(right\_smaller[j]-left\_smaller[j]-1));

}

return area;

}

int main()

{

int hist[] = {6, 2, 5, 4, 5, 1, 6};

int n = sizeof(hist)/sizeof(hist[0]);

cout << "maxArea = " << getMaxArea(hist, n) << endl;

return 0;

}

**Output**

maxArea = 12

**Time Complexity :**O(n)

**Space Complexity :**O(n)

# 290. [Length of the Longest Valid Substring](https://practice.geeksforgeeks.org/problems/valid-substring0624/1)

Given a string **S**consisting only of opening and closing parenthesis 'ie **'('**and **')'**, find out the length of the longest valid(well-formed) parentheses substring.  
**NOTE:**Length of the smallest valid substring **( )** is **2**.

**Example 1:**

**Input: S** = "(()("

**Output:** 2

**Explanation:** The longest valid

substring is "()". Length = 2.

**Example 2:**

**Input: S** = "()(())("

**Output:** 6

**Explanation:** The longest valid

substring is "()(())". Length = 6.

**Your Task:**  
You dont need to read input or print anything. Complete the function **findMaxLen()**which takes S as input parameter and returns the maxlength.

**Expected Time Complexity:**O(n)  
**Expected Auxiliary Space:**O(1)

**Constraints:**  
1 <= |S| <= 105

## Solution:

A **Simple Approach** is to find all the substrings of given string. For every string, check if it is a valid string or not. If valid and length is more than maximum length so far, then update maximum length. We can check whether a substring is valid or not in linear time using a stack (See [this](https://www.geeksforgeeks.org/check-for-balanced-parentheses-in-an-expression/) for details). Time complexity of this solution is O(n2.

An **Efficient Solution** can solve this problem in O(n) time. The idea is to store indexes of previous starting brackets in a stack. The first element of the stack is a special element that provides index before the beginning of valid substring (base for next valid string).

1) Create an empty stack and push -1 to it.

The first element of the stack is used

to provide a base for the next valid string.

2) Initialize result as 0.

3) If the character is '(' i.e. str[i] == '('),

push index'i' to the stack.

2) Else (if the character is ')')

a) Pop an item from the stack (Most of the

time an opening bracket)

b) If the stack is not empty, then find the

length of current valid substring by taking

the difference between the current index and

top of the stack. If current length is more

than the result, then update the result.

c) If the stack is empty, push the current index

as a base for the next valid substring.

3) Return result.

Below is the implementation of the above algorithm.

// C++ program to find length of the

// longest valid substring

#include <bits/stdc++.h>

using namespace std;

int findMaxLen(string str)

{

int n = str.length();

// Create a stack and push -1 as

// initial index to it.

stack<int> stk;

stk.push(-1);

// Initialize result

int result = 0;

// Traverse all characters of given string

for (int i = 0; i < n; i++)

{

// If opening bracket, push index of it

if (str[i] == '(')

stk.push(i);

// If closing bracket, i.e.,str[i] = ')'

else

{

// Pop the previous opening

// bracket's index

if (!stk.empty())

{

stk.pop();

}

// Check if this length formed with base of

// current valid substring is more than max

// so far

if (!stk.empty())

result = max(result, i - stk.top());

// If stack is empty. push current index as

// base for next valid substring (if any)

else

stk.push(i);

}

}

return result;

}

// Driver code

int main()

{

string str = "((()()";

// Function call

cout << findMaxLen(str) << endl;

str = "()(()))))";

// Function call

cout << findMaxLen(str) << endl;

return 0;

}

**Output**

4

6

**Explanation with example:**

Input: str = "(()()"

Initialize result as 0 and stack with one item -1.

For i = 0, str[0] = '(', we push 0 in stack

For i = 1, str[1] = '(', we push 1 in stack

For i = 2, str[2] = ')', currently stack has

[-1, 0, 1], we pop from the stack and the stack

now is [-1, 0] and length of current valid substring

becomes 2 (we get this 2 by subtracting stack top from

current index).

Since the current length is more than the current result,

we update the result.

For i = 3, str[3] = '(', we push again, stack is [-1, 0, 3].

For i = 4, str[4] = ')', we pop from the stack, stack

becomes [-1, 0] and length of current valid substring

becomes 4 (we get this 4 by subtracting stack top from

current index).

Since current length is more than current result,

we update result.

Another **Efficient Approach** can solve the problem in O(n) time. The idea is to maintain an array that stores the length of the longest valid substring ending at that index. We iterate through the array and return the maximum value.

1) Create an array longest of length n (size of the input

string) initialized to zero.

The array will store the length of the longest valid

substring ending at that index.

2) Initialize result as 0.

3) Iterate through the string from second character

a) If the character is '(' set longest[i]=0 as no

valid sub-string will end with '('.

b) Else

i) if s[i-1] = '('

set longest[i] = longest[i-2] + 2

ii) else

set longest[i] = longest[i-1] + 2 +

longest[i-longest[i-1]-2]

4) In each iteration update result as the maximum of

result and longest[i]

5) Return result.

Below is the implementations of the above algorithm.

// C++ program to find length of the longest valid

// substring

#include <bits/stdc++.h>

using namespace std;

int findMaxLen(string s)

{

if (s.length() <= 1)

return 0;

// Initialize curMax to zero

int curMax = 0;

vector<int> longest(s.size(), 0);

// Iterate over the string starting from second index

for (int i = 1; i < s.length(); i++)

{

if (s[i] == ')' && i - longest[i - 1] - 1 >= 0

&& s[i - longest[i - 1] - 1] == '(')

{

longest[i]

= longest[i - 1] + 2

+ ((i - longest[i - 1] - 2 >= 0)

? longest[i - longest[i - 1] - 2]

: 0);

curMax = max(longest[i], curMax);

}

}

return curMax;

}

// Driver code

int main()

{

string str = "((()()";

// Function call

cout << findMaxLen(str) << endl;

str = "()(()))))";

// Function call

cout << findMaxLen(str) << endl;

return 0;

}

**Output**

4

6

**Another approach in O(1) auxiliary space and O(N) Time complexity:**

1. The idea to solve this problem is to traverse the string on and keep track of the count of open parentheses and close parentheses with the help of two counters **left** and **right** respectively.
2. First, the string is traversed from the left towards the right and for every “**(**” encountered, the **left counter** is incremented by 1 and for every “**)**” the **right counter** is incremented by 1.
3. Whenever the left becomes equal to right, the length of the current valid string is calculated and if it greater than the current longest substring, then value of required longest substring is updated with current string length.
4. If the right counter becomes greater than the left counter, then the set of parentheses has become **invalid** and hence the left and right counters are **set to 0**.
5. After the above process, the string is similarly traversed from right to left and similar procedure is applied.

Below is the implementation of the above approach:

// C++ program to implement the above approach

#include <bits/stdc++.h>

using namespace std;

// Function to return the length of

// the longest valid substring

int solve(string s, int n)

{

// Variables for left and right counter.

// maxlength to store the maximum length found so far

int left = 0, right = 0, maxlength = 0;

// Iterating the string from left to right

for (int i = 0; i < n; i++)

{

// If "(" is encountered,

// then left counter is incremented

// else right counter is incremented

if (s[i] == '(')

left++;

else

right++;

// Whenever left is equal to right, it signifies

// that the subsequence is valid and

if (left == right)

maxlength = max(maxlength, 2 \* right);

// Reseting the counters when the subsequence

// becomes invalid

else if (right > left)

left = right = 0;

}

left = right = 0;

// Iterating the string from right to left

for (int i = n - 1; i >= 0; i--) {

// If "(" is encountered,

// then left counter is incremented

// else right counter is incremented

if (s[i] == '(')

left++;

else

right++;

// Whenever left is equal to right, it signifies

// that the subsequence is valid and

if (left == right)

maxlength = max(maxlength, 2 \* left);

// Reseting the counters when the subsequence

// becomes invalid

else if (left > right)

left = right = 0;

}

return maxlength;

}

//A much shorter and concise version of the above code

int solve2(string s, int n){

int left=0,right=0,maxlength=0,t=2;

while(t--){

left=0;

right=0;

for(int i=0;i<n;i++){

if(s[i]=='(')left++;

else right++;

if(left==right){

maxlength=max(maxlength,2\*left);

}

//when travelling from 0 to n-1

if(t%2==1 && right>left){

left=0;

right=0;

}

//when travelling from n-1 to 0

if(t%2==0 && left>right){

left=0;

right=0;

}

}

//now we need to do the same thing from the other side;

reverse(s.begin(),s.end());

}

return maxlength;

}

// Driver code

int main()

{

// Function call

cout << solve("((()()()()(((())", 16);

return 0;

}

**Output**

8

# 291. Expression contains redundant bracket or not

Given a string of balanced expression, find if it contains a redundant parenthesis or not. A set of parenthesis are redundant if the same sub-expression is surrounded by unnecessary or multiple brackets. Print ‘Yes’ if redundant, else ‘No’.  
**Note:** Expression may contain ‘**+**‘, ‘**\***‘, ‘**–**‘ and ‘**/**‘ operators. Given expression is **valid** and there are **no white** spaces present.  
**Example:** 

**Input:**

((a+b))

(a+(b)/c)

(a+b\*(c-d))

**Output:**

Yes

Yes

No

**Explanation:**

1. ((a+b)) can reduced to (a+b), this Redundant

2. (a+(b)/c) can reduced to (a+b/c) because **b** is

surrounded by **()** which is redundant.

3. (a+b\*(c-d)) doesn't have any redundant or multiple

brackets.

## Solution:

The idea is to use stack, which is discussed in [this](https://www.geeksforgeeks.org/find-expression-duplicate-parenthesis-not/) article. For any sub-expression of expression, if we are able to pick any sub-expression of expression surrounded by (), then we again left with () as part of string, we have redundant braces.   
We iterate through the given expression and for each character in the expression, if the character is an open parenthesis ‘(‘ or any of the operators or operands, we push it to the stack. If the character is close parenthesis ‘)’, then pop characters from the stack till matching open parenthesis ‘(‘ is found.   
Now for redundancy two condition will arise while popping-

1. If immediate pop hits an open parenthesis ‘(‘, then we have found a duplicate parenthesis. For example, **(((a+b))+c)** has duplicate brackets around **a+b**. When we reach the second “)” after a+b, we have “**((**” in the stack. Since the top of stack is an opening bracket, we conclude that there are duplicate brackets.
2. If immediate pop doesn’t hit any operand(‘\*’, ‘+’, ‘/’, ‘-‘) then it indicates the presence of unwanted brackets surrounded by expression. For instance, **(a)+b** contain unwanted **()** around **a** thus it is redundant.

/\* C++ Program to check whether valid

expression is redundant or not\*/

#include <bits/stdc++.h>

using namespace std;

// Function to check redundant brackets in a

// balanced expression

bool checkRedundancy(string& str)

{

// create a stack of characters

stack<char> st;

// Iterate through the given expression

for (auto& ch : str) {

// if current character is close parenthesis ')'

if (ch == ')') {

char top = st.top();

st.pop();

// If immediate pop have open parenthesis '('

// duplicate brackets found

bool flag = true;

while (!st.empty() and top != '(') {

// Check for operators in expression

if (top == '+' || top == '-' ||

top == '\*' || top == '/')

flag = false;

// Fetch top element of stack

top = st.top();

st.pop();

}

// If operators not found

if (flag == true)

return true;

}

else

st.push(ch); // push open parenthesis '(',

// operators and operands to stack

}

return false;

}

// Function to check redundant brackets

void findRedundant(string& str)

{

bool ans = checkRedundancy(str);

if (ans == true)

cout << "Yes\n";

else

cout << "No\n";

}

// Driver code

int main()

{

string str = "((b\*c)\*(a/b))";

findRedundant(str);

str = "(a+(b)/c)";

findRedundant(str);

str = "(a+b\*(c-d))";

findRedundant(str);

return 0;

}

**Output**

Yes

Yes

No

# 292. Implement Stack using Queue

Implement a Stack using two queues**q1** and**q2**.

**Example 1:**

**Input:**

push(2)

push(3)

pop()

push(4)

pop()

**Output:** 3 4

**Explanation:**

push(2) the stack will be {2}

push(3) the stack will be {2 3}

pop() poped element will be 3 the

  stack will be {2}

push(4) the stack will be {2 4}

pop()   poped element will be 4

**Example 2:**

**Input:**

push(2)

pop()

pop()

push(3)

**Output:** 2 -1

**Your Task:**

Since this is a function problem, you don't need to take inputs. You are required to complete the two methods **push()** which takes an integer **'x'** as input denoting the element to be pushed into the stack and **pop()** which returns the integer poped out from the stack(**-1** if the stack is empty).

**Expected Time Complexity:**O(1) for **push()**and O(N) for **pop()**(or vice-versa).  
**Expected Auxiliary Space:**O(1) for both **push()**and **pop()**.

**Constraints:**  
1 <=Number of queries <= 100  
1 <= values of the stack <= 100

## Solution:

**Method 1 (By making push operation costly)**   
This method makes sure that newly entered element is always at the front of ‘q1’, so that pop operation just dequeues from ‘q1’. ‘q2’ is used to put every new element at front of ‘q1’.

1. **push(s, x)** operation’s step are described below:
   * Enqueue x to q2
   * One by one dequeue everything from q1 and enqueue to q2.
   * Swap the names of q1 and q2
2. **pop(s)** operation’s function are described below:
   * Dequeue an item from q1 and return it.

Below is the implementation of the above approach:

/\* Program to implement a stack using

two queue \*/

#include <bits/stdc++.h>

using namespace std;

class Stack {

// Two inbuilt queues

queue<int> q1, q2;

// To maintain current number of

// elements

int curr\_size;

public:

Stack()

{

curr\_size = 0;

}

void push(int x)

{

curr\_size++;

// Push x first in empty q2

q2.push(x);

// Push all the remaining

// elements in q1 to q2.

while (!q1.empty()) {

q2.push(q1.front());

q1.pop();

}

// swap the names of two queues

queue<int> q = q1;

q1 = q2;

q2 = q;

}

void pop()

{

// if no elements are there in q1

if (q1.empty())

return;

q1.pop();

curr\_size--;

}

int top()

{

if (q1.empty())

return -1;

return q1.front();

}

int size()

{

return curr\_size;

}

};

// Driver code

int main()

{

Stack s;

s.push(1);

s.push(2);

s.push(3);

cout << "current size: " << s.size()

<< endl;

cout << s.top() << endl;

s.pop();

cout << s.top() << endl;

s.pop();

cout << s.top() << endl;

cout << "current size: " << s.size()

<< endl;

return 0;

}

**Output :**

current size: 3

3

2

1

current size: 1

**Method 2 (By making pop operation costly)**   
In push operation, the new element is always enqueued to q1. In pop() operation, if q2 is empty then all the elements except the last, are moved to q2. Finally the last element is dequeued from q1 and returned.

1. **push(s, x)**operation:
   * Enqueue x to q1 (assuming size of q1 is unlimited).
2. **pop(s)** operation:
   * One by one dequeue everything except the last element from q1 and enqueue to q2.
   * Dequeue the last item of q1, the dequeued item is result, store it.
   * Swap the names of q1 and q2
   * Return the item stored in step 2.

/\* Program to implement a stack

using two queue \*/

#include <bits/stdc++.h>

using namespace std;

class Stack {

queue<int> q1, q2;

int curr\_size;

public:

Stack()

{

curr\_size = 0;

}

void pop()

{

if (q1.empty())

return;

// Leave one element in q1 and

// push others in q2.

while (q1.size() != 1) {

q2.push(q1.front());

q1.pop();

}

// Pop the only left element

// from q1

q1.pop();

curr\_size--;

// swap the names of two queues

queue<int> q = q1;

q1 = q2;

q2 = q;

}

void push(int x)

{

q1.push(x);

curr\_size++;

}

int top()

{

if (q1.empty())

return -1;

while (q1.size() != 1) {

q2.push(q1.front());

q1.pop();

}

// last pushed element

int temp = q1.front();

// to empty the auxiliary queue after

// last operation

q1.pop();

// push last element to q2

q2.push(temp);

// swap the two queues names

queue<int> q = q1;

q1 = q2;

q2 = q;

return temp;

}

int size()

{

return curr\_size;

}

};

// Driver code

int main()

{

Stack s;

s.push(1);

s.push(2);

s.push(3);

s.push(4);

cout << "current size: " << s.size()

<< endl;

cout << s.top() << endl;

s.pop();

cout << s.top() << endl;

s.pop();

cout << s.top() << endl;

cout << "current size: " << s.size()

<< endl;

return 0;

}

**Output :**

current size: 4

4

3

2

current size: 2

# 293. Implement Stack & Queue using Deque

Deque also known as **double eneded queue**, as name suggests is a special kind of queue in which insertions and deletions can be done at the last as well as at the beginning.

A link-list representation of deque is such that each node points to the next node as well as the previous node. So that insertion and deletions take constant time at both the beginning and the last.
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Now, deque can be used to implement a stack and queue. One simply needs to understand how deque can made to work as a stack or a queue.

The functions of deque to tweak them to work as stack and queue are list below.
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**Examples: Stack**

Input : Stack : 1 2 3

Push(4)

Output : Stack : 1 2 3 4

Input : Stack : 1 2 3

Pop()

Output : Stack : 1 2

**Examples: Queue**

Input: Queue : 1 2 3

Enqueue(4)

Output: Queue : 1 2 3 4

Input: Queue : 1 2 3

Dequeue()

Output: Queue : 2 3

// C++ Program to implement stack and queue using Deque

#include <bits/stdc++.h>

using namespace std;

// structure for a node of deque

struct DQueNode {

int value;

DQueNode\* next;

DQueNode\* prev;

};

// Implementation of deque class

class Deque {

private:

// pointers to head and tail of deque

DQueNode\* head;

DQueNode\* tail;

public:

// constructor

Deque()

{

head = tail = NULL;

}

// if list is empty

bool isEmpty()

{

if (head == NULL)

return true;

return false;

}

// count the number of nodes in list

int size()

{

// if list is not empty

if (!isEmpty()) {

DQueNode\* temp = head;

int len = 0;

while (temp != NULL) {

len++;

temp = temp->next;

}

return len;

}

return 0;

}

// insert at the first position

void insert\_first(int element)

{

// allocating node of DQueNode type

DQueNode\* temp = new DQueNode[sizeof(DQueNode)];

temp->value = element;

// if the element is first element

if (head == NULL) {

head = tail = temp;

temp->next = temp->prev = NULL;

}

else {

head->prev = temp;

temp->next = head;

temp->prev = NULL;

head = temp;

}

}

// insert at last position of deque

void insert\_last(int element)

{

// allocating node of DQueNode type

DQueNode\* temp = new DQueNode[sizeof(DQueNode)];

temp->value = element;

// if element is the first element

if (head == NULL) {

head = tail = temp;

temp->next = temp->prev = NULL;

}

else {

tail->next = temp;

temp->next = NULL;

temp->prev = tail;

tail = temp;

}

}

// remove element at the first position

void remove\_first()

{

// if list is not empty

if (!isEmpty()) {

DQueNode\* temp = head;

head = head->next;

if(head) head->prev = NULL;

delete temp;

if(head == NULL) tail = NULL;

return;

}

cout << "List is Empty" << endl;

}

// remove element at the last position

void remove\_last()

{

// if list is not empty

if (!isEmpty()) {

DQueNode\* temp = tail;

tail = tail->prev;

if(tail) tail->next = NULL;

delete temp;

if(tail == NULL) head = NULL;

return;

}

cout << "List is Empty" << endl;

}

// displays the elements in deque

void display()

{

// if list is not empty

if (!isEmpty()) {

DQueNode\* temp = head;

while (temp != NULL) {

cout << temp->value << " ";

temp = temp->next;

}

cout << endl;

return;

}

cout << "List is Empty" << endl;

}

};

// Class to implement stack using Deque

class Stack : public Deque {

public:

// push to push element at top of stack

// using insert at last function of deque

void push(int element)

{

insert\_last(element);

}

// pop to remove element at top of stack

// using remove at last function of deque

void pop()

{

remove\_last();

}

};

// class to implement queue using deque

class Queue : public Deque {

public:

// enqueue to insert element at last

// using insert at last function of deque

void enqueue(int element)

{

insert\_last(element);

}

// dequeue to remove element from first

// using remove at first function of deque

void dequeue()

{

remove\_first();

}

};

// Driver Code

int main()

{

// object of Stack

Stack stk;

// push 7 and 8 at top of stack

stk.push(7);

stk.push(8);

cout << "Stack: ";

stk.display();

// pop an element

stk.pop();

cout << "Stack: ";

stk.display();

// object of Queue

Queue que;

// insert 12 and 13 in queue

que.enqueue(12);

que.enqueue(13);

cout << "Queue: ";

que.display();

// delete an element from queue

que.dequeue();

cout << "Queue: ";

que.display();

cout << "Size of Stack is " << stk.size() << endl;

cout << "Size of Queue is " << que.size() << endl;

return 0;

}

**Output:**

Stack: 7 8

Stack: 7

Queue: 12 13

Queue: 13

Size of Stack is 1

Size of Queue is 1

# 294. Stack Permutations (Check if an array is stack permutation of other)

A **stack permutation** is a permutation of objects in the given input queue which is done by transferring elements from input queue to the output queue with the help of a stack and the built-in push and pop functions.  
The well defined rules are: 

1. Only dequeue from the input queue.
2. Use inbuilt push, pop functions in the single stack.
3. Stack and input queue must be empty at the end.
4. Only enqueue to the output queue.

There are a huge number of permutations possible using a stack for a single input queue.   
Given two arrays, both of unique elements. One represents the input queue and the other represents the output queue. Our task is to check if the given output is possible through stack permutation.  
**Examples:**

Input : First array: 1, 2, 3

Second array: 2, 1, 3

Output : Yes

Procedure:

push 1 from input to stack

push 2 from input to stack

pop 2 from stack to output

pop 1 from stack to output

push 3 from input to stack

pop 3 from stack to output

Input : First array: 1, 2, 3

Second array: 3, 1, 2

Output : Not Possible

## Solution:

The idea to do this is we will try to convert the input queue to output queue using a stack, if we are able to do so then the queue is permutable otherwise not.   
**Below is the step by step algorithm to do this**: 

1. Continuously pop elements from the input queue and check if it is equal to the top of output queue or not, if it is not equal to the top of output queue then we will push the element to stack.
2. Once we find an element in input queue such the top of input queue is equal to top of output queue, we will pop a single element from both input and output queues, and compare the top of stack and top of output queue now. If top of both stack and output queue are equal then pop element from both stack and output queue. If not equal, go to step 1.
3. Repeat above two steps until the input queue becomes empty. At the end if both of the input queue and stack are empty then the input queue is permutable otherwise not.

Below is implementation of above idea:

// Given two arrays, check if one array is

// stack permutation of other.

#include<bits/stdc++.h>

using namespace std;

// function to check if input queue is

// permutable to output queue

bool checkStackPermutation(int ip[], int op[], int n)

{

// Input queue

queue<int> input;

for (int i=0;i<n;i++)

input.push(ip[i]);

// output queue

queue<int> output;

for (int i=0;i<n;i++)

output.push(op[i]);

// stack to be used for permutation

stack <int> tempStack;

while (!input.empty())

{

int ele = input.front();

input.pop();

if (ele == output.front())

{

output.pop();

while (!tempStack.empty())

{

if (tempStack.top() == output.front())

{

tempStack.pop();

output.pop();

}

else

break;

}

}

else

tempStack.push(ele);

}

// If after processing, both input queue and

// stack are empty then the input queue is

// permutable otherwise not.

return (input.empty()&&tempStack.empty());

}

// Driver program to test above function

int main()

{

// Input Queue

int input[] = {1, 2, 3};

// Output Queue

int output[] = {2, 1, 3};

int n = 3;

if (checkStackPermutation(input, output, n))

cout << "Yes";

else

cout << "Not Possible";

return 0;

}

**Output:** 

Yes

**Same Leetcode question:**

Given two integer arrays pushed and popped each with distinct values, return true*if this could have been the result of a sequence of push and pop operations on an initially empty stack, or*false*otherwise.*

**Example 1:**

**Input:** pushed = [1,2,3,4,5], popped = [4,5,3,2,1]

**Output:** true

**Explanation:** We might do the following sequence:

push(1), push(2), push(3), push(4),

pop() -> 4,

push(5),

pop() -> 5, pop() -> 3, pop() -> 2, pop() -> 1

**Example 2:**

**Input:** pushed = [1,2,3,4,5], popped = [4,3,5,1,2]

**Output:** false

**Explanation:** 1 cannot be popped before 2.

**Constraints:**

* 1 <= pushed.length <= 1000
* 0 <= pushed[i] <= 1000
* All the elements of pushed are **unique**.
* popped.length == pushed.length
* popped is a permutation of pushed.

**Solution:**

class Solution {

public:

bool validateStackSequences(vector<int>& pushed, vector<int>& popped) {

int n = pushed.size(), i=0, j=0;

stack<int> st;

while(i<n){

st.push(pushed[i++]);

while(!st.empty() && st.top()==popped[j]){

st.pop();

j++;

}

}

return st.empty();

}

};

# 295. Implement Queue using Stack

Implement a Queue using 2 stacks**s1** and**s2** .  
A Query **Q** is of 2 Types  
**(i)** 1 x (a query of this type means  pushing **'x'** into the queue)  
**(ii)** 2   (a query of this type means to pop element from queue and print the poped element)

**Example 1:**

**Input:**

5

1 2 1 3 2 1 4 2

**Output:**

2 3

**Explanation:**

In the first testcase

1 2 the queue will be {2}

1 3 the queue will be {2 3}

2   poped element will be 2 the queue

  will be {3}

1 4 the queue will be {3 4}

2   poped element will be 3.

**Example 2:**

**Input:**

4

1 2 2 2 1 4

**Output:**

2 -1

**Explanation:**

In the second testcase

1 2 the queue will be {2}

2   poped element will be 2 and

  then the queue will be empty

2   the queue is empty and hence -1

1 4 the queue will be {4}.

**Your Task:**  
You are required to complete the two methods **push** which take one argument an integer **'x'** to be pushed into the queue and **pop** which returns a integer poped out from other queue(-1 if the queue is empty). The **printing** is done **automatically**by the**driver code**.

**Expected Time Complexity** : O(1) for **push()**and O(N) for **pop()**or O(N) for **push()**and O(1) for **pop()**   
**Expected Auxilliary Space**: O(1).

**Constraints:**  
1 <=Q <= 100  
1 <= x <= 100

Note:The **Input/Ouput** format and **Example** given are used for system's internal purpose, and should be used by a user for **Expected Output** only. As it is a function problem, hence a user should not read any input from stdin/console. The task is to complete the function specified, and not to write the full code.

## Solution:

A queue can be implemented using two stacks. Let queue to be implemented be q and stacks used to implement q be stack1 and stack2. q can be implemented in two ways:

**Method 1 (By making enQueue operation costly)** This method makes sure that oldest entered element is always at the top of stack 1, so that deQueue operation just pops from stack1. To put the element at top of stack1, stack2 is used.

*enQueue(q, x):*

* *While stack1 is not empty, push everything from stack1 to stack2.*
* *Push x to stack1 (assuming size of stacks is unlimited).*
* *Push everything back to stack1.*

*Here time complexity will be O(n)*

*deQueue(q):*

* *If stack1 is empty then error*
* *Pop an item from stack1 and return it*

*Here time complexity will be O(1)*

Below is the implementation of the above approach:

// CPP program to implement Queue using

// two stacks with costly enQueue()

#include <bits/stdc++.h>

using namespace std;

struct Queue {

stack<int> s1, s2;

void enQueue(int x)

{

// Move all elements from s1 to s2

while (!s1.empty()) {

s2.push(s1.top());

s1.pop();

}

// Push item into s1

s1.push(x);

// Push everything back to s1

while (!s2.empty()) {

s1.push(s2.top());

s2.pop();

}

}

// Dequeue an item from the queue

int deQueue()

{

// if first stack is empty

if (s1.empty()) {

cout << "Q is Empty";

exit(0);

}

// Return top of s1

int x = s1.top();

s1.pop();

return x;

}

};

// Driver code

int main()

{

Queue q;

q.enQueue(1);

q.enQueue(2);

q.enQueue(3);

cout << q.deQueue() << '\n';

cout << q.deQueue() << '\n';

cout << q.deQueue() << '\n';

return 0;

}

**Output:**

1

2

3

**Complexity Analysis:**

* **Time Complexity:**
  + **Push operation:** O(N).   
    In the worst case we have empty whole of stack 1 into stack 2.
  + **Pop operation:** O(1).   
    Same as pop operation in stack.
* **Auxiliary Space:** O(N).   
  Use of stack for storing values.

**Method 2 (By making deQueue operation costly)**In this method, in en-queue operation, the new element is entered at the top of stack1. In de-queue operation, if stack2 is empty then all the elements are moved to stack2 and finally top of stack2 is returned.

enQueue(q, x)

1) Push x to stack1 (assuming size of stacks is unlimited).

Here time complexity will be O(1)

deQueue(q)

1) If both stacks are empty then error.

2) If stack2 is empty

While stack1 is not empty, push everything from stack1 to stack2.

3) Pop the element from stack2 and return it.

Here time complexity will be O(n)

Method 2 is definitely better than method 1.   
Method 1 moves all the elements twice in enQueue operation, while method 2 (in deQueue operation) moves the elements once and moves elements only if stack2 empty. So, the amortized complexity of the dequeue operation becomes .   
Implementation of method 2:

// CPP program to implement Queue using

// two stacks with costly deQueue()

#include <bits/stdc++.h>

using namespace std;

struct Queue {

stack<int> s1, s2;

// Enqueue an item to the queue

void enQueue(int x)

{

// Push item into the first stack

s1.push(x);

}

// Dequeue an item from the queue

int deQueue()

{

// if both stacks are empty

if (s1.empty() && s2.empty()) {

cout << "Q is empty";

exit(0);

}

// if s2 is empty, move

// elements from s1

if (s2.empty()) {

while (!s1.empty()) {

s2.push(s1.top());

s1.pop();

}

}

// return the top item from s2

int x = s2.top();

s2.pop();

return x;

}

};

// Driver code

int main()

{

Queue q;

q.enQueue(1);

q.enQueue(2);

q.enQueue(3);

cout << q.deQueue() << '\n';

cout << q.deQueue() << '\n';

cout << q.deQueue() << '\n';

return 0;

}

**Output:**

1 2 3

**Complexity Analysis:**

* **Time Complexity:**
  + **Push operation:** O(1).   
    Same as pop operation in stack.
  + **Pop operation:** O(N).   
    In the worst case we have empty whole of stack 1 into stack 2
* **Auxiliary Space:** O(N).   
  Use of stack for storing values.

**Queue can also be implemented using one user stack and one Function Call Stack.**Below is modified Method 2 where recursion (or Function Call Stack) is used to implement queue using only one user defined stack.

*enQueue(x)*

1) Push *x* to *stack1*.

*deQueue:*

1) If *stack1* is empty then error.

2) If *stack1* has only one element then return it.

3) Recursively pop everything from the stack1, store the popped item

in a variable *res*, push the *res* back to stack1 and return *res*

The step 3 makes sure that the last popped item is always returned and since the recursion stops when there is only one item in *stack1* (step 2), we get the last element of *stack1*in deQueue() and all other items are pushed back in step

**3. Implementation of method 2 using Function Call Stack:**

// CPP program to implement Queue using

// one stack and recursive call stack.

#include <bits/stdc++.h>

using namespace std;

struct Queue {

stack<int> s;

// Enqueue an item to the queue

void enQueue(int x)

{

s.push(x);

}

// Dequeue an item from the queue

int deQueue()

{

if (s.empty()) {

cout << "Q is empty";

exit(0);

}

// pop an item from the stack

int x = s.top();

s.pop();

// if stack becomes empty, return

// the popped item

if (s.empty())

return x;

// recursive call

int item = deQueue();

// push popped item back to the stack

s.push(x);

// return the result of deQueue() call

return item;

}

};

// Driver code

int main()

{

Queue q;

q.enQueue(1);

q.enQueue(2);

q.enQueue(3);

cout << q.deQueue() << '\n';

cout << q.deQueue() << '\n';

cout << q.deQueue() << '\n';

return 0;

}

**Output:**

1 2 3

**Complexity Analysis:**

* **Time Complexity:**
  + **Push operation :**O(1).   
    Same as pop operation in stack.
  + **Pop operation :**O(N).   
    The difference from above method is that in this method element is returned and all elements are restored back in a single call.
* **Auxiliary Space:** O(N).   
  Use of stack for storing values.

# 296. Implement "n" queue in an array

*Create a data structure kQueues that represents k queues. Implementation of kQueues should use only one array, i.e., k queues should use the same array for storing elements. Following functions must be supported by kQueues.*  
*enqueue(int x, int qn) –> adds x to queue number ‘qn’ where qn is from 0 to k-1*  
*dequeue(int qn) –> deletes an element from queue number ‘qn’ where qn is from 0 to k-1*

## Solution:

**Method 1 (Divide the array in slots of size n/k)**   
A simple way to implement k queues is to divide the array in k slots of size n/k each, and fix the slots for different queues, i.e., use arr[0] to arr[n/k-1] for the first queue, and arr[n/k] to arr[2n/k-1] for queue2 where arr[] is the array to be used to implement two queues and size of array be n.  
The problem with this method is an inefficient use of array space. An enqueue operation may result in overflow even if there is space available in arr[]. For example, consider k as 2 and array size n as 6. Let we enqueue 3 elements to first and do not enqueue anything to the second queue. When we enqueue the 4th element to the first queue, there will be overflow even if we have space for 3 more elements in the array.  
**Method 2 (A space efficient implementation)**   
The idea is similar to the [stack post](https://www.geeksforgeeks.org/efficiently-implement-k-stacks-single-array/), here we need to use three extra arrays. In stack post, we needed two extra arrays, one more array is required because in queues, enqueue() and dequeue() operations are done at different ends.  
Following are the three extra arrays are used:   
1) **front[]**: This is of size k and stores indexes of front elements in all queues.   
2) **rear[]**: This is of size k and stores indexes of rear elements in all queues.   
2) **next[]**: This is of size n and stores indexes of next item for all items in array arr[].   
Here arr[] is the actual array that stores k stacks.  
Together with k queues, a stack of free slots in arr[] is also maintained. The top of this stack is stored in a variable ‘free’.  
All entries in front[] are initialized as -1 to indicate that all queues are empty. All entries next[i] are initialized as i+1 because all slots are free initially and pointing to the next slot. Top of the free stack, ‘free’ is initialized as 0.  
Following is C++ implementation of the above idea.

// A C++ program to demonstrate implementation of k queues in a single

// array in time and space efficient way

#include<iostream>

#include<climits>

using namespace std;

// A C++ class to represent k queues in a single array of size n

class kQueues

{

// Array of size n to store actual content to be stored in queue

int \*arr;

// Array of size k to store indexes of front elements of the queue

int \*front;

// Array of size k to store indexes of rear elements of queue

int \*rear;

// Array of size n to store next entry in all queues

int \*next;

int n, k;

int free; // To store the beginning index of the free list

public:

//constructor to create k queue in an array of size n

kQueues(int k, int n);

// A utility function to check if there is space available

bool isFull() { return (free == -1); }

// To enqueue an item in queue number 'qn' where qn is from 0 to k-1

void enqueue(int item, int qn);

// To dequeue an from queue number 'qn' where qn is from 0 to k-1

int dequeue(int qn);

// To check whether queue number 'qn' is empty or not

bool isEmpty(int qn) { return (front[qn] == -1); }

};

// Constructor to create k queues in an array of size n

kQueues::kQueues(int k1, int n1)

{

// Initialize n and k, and allocate memory for all arrays

k = k1, n = n1;

arr = new int[n];

front = new int[k];

rear = new int[k];

next = new int[n];

// Initialize all queues as empty

for (int i = 0; i < k; i++)

front[i] = -1;

// Initialize all spaces as free

free = 0;

for (int i=0; i<n-1; i++)

next[i] = i+1;

next[n-1] = -1; // -1 is used to indicate end of free list

}

// To enqueue an item in queue number 'qn' where qn is from 0 to k-1

void kQueues::enqueue(int item, int qn)

{

// Overflow check

if (isFull())

{

cout << "\nQueue Overflow\n";

return;

}

int i = free; // Store index of first free slot

// Update index of free slot to index of next slot in free list

free = next[i];

if (isEmpty(qn))

front[qn] = i;

else

next[rear[qn]] = i;

next[i] = -1;

// Update next of rear and then rear for queue number 'qn'

rear[qn] = i;

// Put the item in array

arr[i] = item;

}

// To dequeue an from queue number 'qn' where qn is from 0 to k-1

int kQueues::dequeue(int qn)

{

// Underflow checkSAS

if (isEmpty(qn))

{

cout << "\nQueue Underflow\n";

return INT\_MAX;

}

// Find index of front item in queue number 'qn'

int i = front[qn];

front[qn] = next[i]; // Change top to store next of previous top

// Attach the previous front to the beginning of free list

next[i] = free;

free = i;

// Return the previous front item

return arr[i];

}

/\* Driver program to test kStacks class \*/

int main()

{

// Let us create 3 queue in an array of size 10

int k = 3, n = 10;

kQueues ks(k, n);

// Let us put some items in queue number 2

ks.enqueue(15, 2);

ks.enqueue(45, 2);

// Let us put some items in queue number 1

ks.enqueue(17, 1);

ks.enqueue(49, 1);

ks.enqueue(39, 1);

// Let us put some items in queue number 0

ks.enqueue(11, 0);

ks.enqueue(9, 0);

ks.enqueue(7, 0);

cout << "Dequeued element from queue 2 is " << ks.dequeue(2) << endl;

cout << "Dequeued element from queue 1 is " << ks.dequeue(1) << endl;

cout << "Dequeued element from queue 0 is " << ks.dequeue(0) << endl;

return 0;

}

Output:

Dequeued element from queue 2 is 15

Dequeued element from queue 1 is 17

Dequeued element from queue 0 is 11

Time complexities of enqueue() and dequeue() is O(1).  
The best part of the above implementation is, if there is a slot available in the queue, then an item can be enqueued in any of the queues, i.e., no wastage of space. This method requires some extra space. Space may not be an issue because queue items are typically large, for example, queues of employees, students, etc where every item is of hundreds of bytes. For such large queues, the extra space used is comparatively very less as we use three integer arrays as extra space.

# 297. Implement a Circular queue

# Array Implementation

Circular Queue is a linear data structure in which the operations are performed based on FIFO (First In First Out) principle and the last position is connected back to the first position to make a circle. It is also called **‘Ring Buffer’**. 
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In a normal Queue, we can insert elements until queue becomes full. But once queue becomes full, we can not insert the next element even if there is a space in front of queue.
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Operations on Circular Queue: 

* **Front:** Get the front item from queue.
* **Rear:** Get the last item from queue.
* **enQueue(value)**This function is used to insert an element into the circular queue. In a circular queue, the new element is always inserted at Rear position.
  1. Check whether queue is Full – Check ((rear == SIZE-1 && front == 0) || (rear == front-1)).
  2. If it is full then display Queue is full. If queue is not full then, check if (rear == SIZE – 1 && front != 0) if it is true then set rear=0 and insert element.
* **deQueue()** This function is used to delete an element from the circular queue. In a circular queue, the element is always deleted from front position.
  1. Check whether queue is Empty means check (front==-1).
  2. If it is empty then display Queue is empty. If queue is not empty then step 3
  3. Check if (front==rear) if it is true then set front=rear= -1 else check if (front==size-1), if it is true then set front=0 and return the element.

// C or C++ program for insertion and

// deletion in Circular Queue

#include<bits/stdc++.h>

using namespace std;

class Queue

{

// Initialize front and rear

int rear, front;

// Circular Queue

int size;

int \*arr;

Queue(int s)

{

front = rear = -1;

size = s;

arr = new int[s];

}

void enQueue(int value);

int deQueue();

void displayQueue();

};

/\* Function to create Circular queue \*/

void Queue::enQueue(int value)

{

if ((front == 0 && rear == size-1) ||

(rear == (front-1)%(size-1)))

{

printf("\nQueue is Full");

return;

}

else if (front == -1) /\* Insert First Element \*/

{

front = rear = 0;

arr[rear] = value;

}

else if (rear == size-1 && front != 0)

{

rear = 0;

arr[rear] = value;

}

else

{

rear++;

arr[rear] = value;

}

}

// Function to delete element from Circular Queue

int Queue::deQueue()

{

if (front == -1)

{

printf("\nQueue is Empty");

return INT\_MIN;

}

int data = arr[front];

arr[front] = -1;

if (front == rear)

{

front = -1;

rear = -1;

}

else if (front == size-1)

front = 0;

else

front++;

return data;

}

// Function displaying the elements

// of Circular Queue

void Queue::displayQueue()

{

if (front == -1)

{

printf("\nQueue is Empty");

return;

}

printf("\nElements in Circular Queue are: ");

if (rear >= front)

{

for (int i = front; i <= rear; i++)

printf("%d ",arr[i]);

}

else

{

for (int i = front; i < size; i++)

printf("%d ", arr[i]);

for (int i = 0; i <= rear; i++)

printf("%d ", arr[i]);

}

}

/\* Driver of the program \*/

int main()

{

Queue q(5);

// Inserting elements in Circular Queue

q.enQueue(14);

q.enQueue(22);

q.enQueue(13);

q.enQueue(-6);

// Display elements present in Circular Queue

q.displayQueue();

// Deleting elements from Circular Queue

printf("\nDeleted value = %d", q.deQueue());

printf("\nDeleted value = %d", q.deQueue());

q.displayQueue();

q.enQueue(9);

q.enQueue(20);

q.enQueue(5);

q.displayQueue();

q.enQueue(20);

return 0;

}

**Output:** 

Elements in Circular Queue are: 14 22 13 -6

Deleted value = 14

Deleted value = 22

Elements in Circular Queue are: 13 -6

Elements in Circular Queue are: 13 -6 9 20 5

Queue is Full

**Time Complexity:** Time complexity of enQueue(), deQueue() operation is O(1) as there is no loop in any of the operation.  
**Applications:** 

1. **Memory Management:** The unused memory locations in the case of ordinary queues can be utilized in circular queues.
2. **Traffic system:** In computer controlled traffic system, circular queues are used to switch on the traffic lights one by one repeatedly as per the time set.
3. **CPU Scheduling:** Operating systems often maintain a queue of processes that are ready to execute or that are waiting for a particular event to occur.

# Circular Linked List Implementation

In this post another method of circular queue implementation is discussed, using Circular Singly Linked List.

Operations on Circular Queue:

* **Front:**Get the front item from queue.
* **Rear:** Get the last item from queue.
* **enQueue(value)** This function is used to insert an element into the circular queue. In a circular queue, the new element is always inserted at Rear position.

**Steps:**

* 1. Create a new node dynamically and insert value into it.
  2. Check if front==NULL, if it is true then front = rear = (newly created node)
  3. If it is false then rear=(newly created node) and rear node always contains the address of the front node.
* **deQueue()** This function is used to delete an element from the circular queue. In a queue, the element is always deleted from front position.

**Steps:**

* 1. Check whether queue is empty or not means front == NULL.
  2. If it is empty then display Queue is empty. If queue is not empty then step 3
  3. Check if (front==rear) if it is true then set front = rear = NULL else move the front forward in queue, update address of front in rear node and return the element.
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Below is the implementation of above approach:

// C++ program for insertion and

// deletion in Circular Queue

#include <bits/stdc++.h>

using namespace std;

// Structure of a Node

struct Node {

int data;

struct Node\* link;

};

struct Queue {

struct Node \*front, \*rear;

};

// Function to create Circular queue

void enQueue(Queue\* q, int value)

{

struct Node\* temp = new Node;

temp->data = value;

if (q->front == NULL)

q->front = temp;

else

q->rear->link = temp;

q->rear = temp;

q->rear->link = q->front;

}

// Function to delete element from Circular Queue

int deQueue(Queue\* q)

{

if (q->front == NULL) {

printf("Queue is empty");

return INT\_MIN;

}

// If this is the last node to be deleted

int value; // Value to be dequeued

if (q->front == q->rear) {

value = q->front->data;

free(q->front);

q->front = NULL;

q->rear = NULL;

}

else // There are more than one nodes

{

struct Node\* temp = q->front;

value = temp->data;

q->front = q->front->link;

q->rear->link = q->front;

free(temp);

}

return value;

}

// Function displaying the elements of Circular Queue

void displayQueue(struct Queue\* q)

{

struct Node\* temp = q->front;

printf("\nElements in Circular Queue are: ");

while (temp->link != q->front) {

printf("%d ", temp->data);

temp = temp->link;

}

printf("%d", temp->data);

}

/\* Driver of the program \*/

int main()

{

// Create a queue and initialize front and rear

Queue\* q = new Queue;

q->front = q->rear = NULL;

// Inserting elements in Circular Queue

enQueue(q, 14);

enQueue(q, 22);

enQueue(q, 6);

// Display elements present in Circular Queue

displayQueue(q);

// Deleting elements from Circular Queue

printf("\nDeleted value = %d", deQueue(q));

printf("\nDeleted value = %d", deQueue(q));

// Remaining elements in Circular Queue

displayQueue(q);

enQueue(q, 9);

enQueue(q, 20);

displayQueue(q);

return 0;

}

**Output:**

Elements in Circular Queue are: 14 22 6

Deleted value = 14

Deleted value = 22

Elements in Circular Queue are: 6

Elements in Circular Queue are: 6 9 20

**Time Complexity:**Time complexity of enQueue(), deQueue() operation is O(1) as there is no loop in any of the operation.

**Note:**In case of linked list implementation, a queue can be easily implemented without being circular. However, in the case of array implementation, we need a circular queue to save space.

# 298. LRU Cache Implementation

Design a data structure that works like a LRU Cache. Here **cap** denotes the capacity of the cache and Q denotes the number of queries. Query can be of two types:

1. **SET** **x** **y** : sets the value of the key **x** with value **y**
2. **GET** **x** : gets the key of **x** if present else returns **-1**.

The LRUCache class has two methods **get**() and **set**() which are defined as follows.

1. **get(key)**   : returns the value of the key if it already exists in the cache otherwise returns **-1.**
2. **set(key, value)** : if the key is already present, update its value. If not present, add the key-value pair to the cache. If the cache reaches its capacity it should invalidate the least recently used item before inserting the new item.
3. In the **constructor** of the class the capacity of the cache should be intitialized.

**Example 1:**

**Input:**

cap = 2

Q = 2

Queries = SET 1 2 GET 1

**Output:** 2

**Explanation:**

Cache Size = 2

SET 1 2 GET 1

SET 1 2 : 1 -> 2

GET 1 : Print the value corresponding

to Key 1, ie 2.

**Example 2:**

**Input:**

cap = 2

Q = 8

Queries = SET 1 2 SET 2 3 SET 1 5

SET 4 5 SET 6 7 GET 4 SET 1 2 GET 3

**Output:** 5 -1

**Explanation:**

Cache Size = 2

SET 1 2 : 1 -> 2

SET 2 3 : 1 -> 2, 2 -> 3 (the most recently

used one is kept at the rightmost position)

SET 1 5 : 2 -> 3, 1 -> 5

SET 4 5 : 1 -> 5, 4 -> 5 (Cache size is 2, hence

we delete the least recently used key-value pair)

SET 6 7 : 4 -> 5, 6 -> 7

GET 4 : Prints 5 (The cache now looks like

6 -> 7, 4->5)

SET 1 2 : 4 -> 5, 1 -> 2

(Cache size is 2, hence we delete the least

recently used key-value pair)

GET 3 : No key value pair having

key = 3. Hence, -1 is printed.

**Your Task:**  
You don't need to read input or print anything . Complete the constructor and get(), set() methods of the class LRUcache.

**Expected Time Complexity:**O(1) for both **get()**and **set().**  
**Expected Auxiliary Space:**O(1) for both **get()**and **set().**  
(Although, you may use extra space for cache storage and implementation purposes).

**Constraints:**  
1 <= cap <= 1000  
1 <= Q <= 100000  
1 <= x, y <= 1000

## Solution:

**1. Brute-force Approach:**  
We will keep an array of Nodes and each node will contain the following information:

struct Node

{

int key;

int value;

// It shows the time at which the key is stored.

// We will use the timeStamp to find out the

// least recently used (LRU) node.

int timeStamp;

Node(int \_key, int \_value)

{

key = \_key;

value = \_value;

// currentTimeStamp from system

timeStamp = currentTimeStamp;

}

};

The size of the array will be equal to the given capacity of cache.

**(a)** For **get(int key):** We can simply iterate over the array and compare the key of each node with the given key and return the value stored in the node for that key. If we don’t find any such node, return simply -1.  
Time Complexity: **O(n)**

**(b)** For **set(int key, int value):** If the array if full, we have to delete one node from the array. To find the LRU node, we will iterate through the array and find the node with least timeStamp value. We will simply insert the new node (with new key and value) at the place of the LRU node.  
If the array is not full, we can simply insert a new node in the array at the last current index of the array.  
Time Complexity: **O(n)**

**2. Optimized Approach:**  
The key to solve this problem is using a double linked list which enables us to quickly move nodes.   
The LRU cache is a hash map of keys and double linked nodes. The hash map makes the time of get() to be O(1). The list of double linked nodes make the nodes adding/removal operations O(1).

**Code using Doubly Linked List and HashMap:**

#include <bits/stdc++.h>

using namespace std;

class LRUCache{

public:

class node

{

public:

int key;

int value;

node \* prev;

node \* next;

node(int \_key,int \_value)

{

key = \_key;

value = \_value;

}

};

node\* head = new node(-1, -1);

node\* tail = new node(-1, -1);

int cap;

map<int, node \*> m;

// Constructor for initializing the

// cache capacity with the given value.

LRUCache(int capacity)

{

cap = capacity;

head->next = tail;

tail->prev = head;

}

void addnode(node \* temp)

{

node \* dummy = head->next;

head->next = temp;

temp->prev = head;

temp->next = dummy;

dummy->prev = temp;

}

void deletenode(node \* temp)

{

node \* delnext = temp->next;

node \* delprev = temp->prev;

delnext->prev = delprev;

delprev->next = delnext;

}

// This method works in O(1)

int get(int key)

{

if (m.find(key) != m.end())

{

node \* res = m[key];

m.erase(key);

int ans = res->value;

deletenode(res);

addnode(res);

m[key] = head->next;

cout << "Got the value : " << ans

<< " for the key: " << key << "\n";

return ans;

}

cout << "Did not get any value for the key: "

<< key << "\n";

return -1;

}

// This method works in O(1)

void set(int key, int value)

{

cout << "Going to set the (key, value) : ("

<< key << ", " << value << ")" << "\n";

if (m.find(key) != m.end())

{

node \* exist = m[key];

m.erase(key);

deletenode(exist);

}

if (m.size() == cap)

{

m.erase(tail->prev->key);

deletenode(tail->prev);

}

addnode(new node(key, value));

m[key] = head->next;

}

};

// Driver code

int main()

{

cout << "Going to test the LRU "

<< "Cache Implementation\n";

LRUCache \* cache = new LRUCache(2);

// It will store a key (1) with value

// 10 in the cache.

cache->set(1, 10);

// It will store a key (1) with value 10 in the

// cache.

cache->set(2, 20);

cout << "Value for the key: 1 is "

<< cache->get(1) << "\n"; // returns 10

// Evicts key 2 and store a key (3) with

// value 30 in the cache.

cache->set(3, 30);

cout << "Value for the key: 2 is "

<< cache->get(2) << "\n"; // returns -1 (not found)

// Evicts key 1 and store a key (4) with

// value 40 in the cache.

cache->set(4, 40);

cout << "Value for the key: 1 is "

<< cache->get(1) << "\n"; // returns -1 (not found)

cout << "Value for the key: 3 is "

<< cache->get(3) << "\n"; // returns 30

cout << "Value for the key: 4 is "

<< cache->get(4) << "\n"; // return 40

return 0;

}

**Output:**

Going to test the LRU Cache Implementation

Going to set the (key, value) : (1, 10)

Going to set the (key, value) : (2, 20)

Got the value : 10 for the key: 1

Value for the key: 1 is 10

Going to set the (key, value) : (3, 30)

Did not get any value for the key: 2

Value for the key: 2 is -1

Going to set the (key, value) : (4, 40)

Did not get any value for the key: 1

Value for the key: 1 is -1

Got the value : 30 for the key: 3

Value for the key: 3 is 30

Got the value : 40 for the key: 4

Value for the key: 4 is 40

# 299. [Reverse a Queue using recursion](https://practice.geeksforgeeks.org/problems/queue-reversal/1)

Given a Queue **Q** containing **N** elements. The task is to reverse the Queue. Your task is to complete the function **rev(),**that reverses the **N** elements of the queue.

**Example 1:**

**Input:**

6

4 3 1 10 2 6

**Output:**

6 2 10 1 3 4

**Explanation:**

After reversing the given

elements of the queue , the resultant

queue will be 6 2 10 1 3 4.

**Example 2:**

**Input:**

4

4 3 2 1

**Output:**

1 2 3 4

**Explanation:**

After reversing the given

elements of the queue , the resultant

queue will be 1 2 3 4.

**Your Task:**  
 You only need to **complete**the **function rev**that takes a **queue**as **parameter**and **returns**the **reversed queue**. The **printing**is done **automatically**by the**driver code**.

**Expected Time Complexity** : O(n)  
**Expected Auxilliary Space** : O(n)

**Constraints:**  
1 ≤ N ≤ 105  
1 ≤ elements of Queue ≤ 105

## Solution:

1. The pop element from the queue if the queue has elements otherwise return empty queue.
2. Call reverseQueue function for the remaining queue.
3. Push the popped element in the resultant reversed queue.
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**Pseudo Code :** 

queue reverseFunction(queue)

{

if (queue is empty)

return queue;

else {

data = queue.front()

queue.pop()

queue = reverseFunction(queue);

q.push(data);

return queue;

}

}

// C++ code for reversing a queue

#include <bits/stdc++.h>

using namespace std;

// Utility function to print the queue

void printQueue(queue<long long int> Queue)

{

while (!Queue.empty()) {

cout << Queue.front() << " ";

Queue.pop();

}

}

// Recursive function to reverse the queue

void reverseQueue(queue<long long int>& q)

{

// Base case

if (q.empty())

return;

// Dequeue current item (from front)

long long int data = q.front();

q.pop();

// Reverse remaining queue

reverseQueue(q);

// Enqueue current item (to rear)

q.push(data);

}

// Driver code

int main()

{

queue<long long int> Queue;

Queue.push(56);

Queue.push(27);

Queue.push(30);

Queue.push(45);

Queue.push(85);

Queue.push(92);

Queue.push(58);

Queue.push(80);

Queue.push(90);

Queue.push(100);

reverseQueue(Queue);

printQueue(Queue);

}

**Output:**

100 90 80 58 92 85 45 30 27 56

**Time Complexity :** O(n).

**Without using recursion:**

**Approach:** For reversing the queue one approach could be to store the elements of the queue in a temporary data structure in a manner such that if we re-insert the elements in the queue they would get inserted in reverse order. So now our task is to choose such data-structure which can serve the purpose. According to the approach, the data-structure should have the property of ‘LIFO’ as the last element to be inserted in the data structure should actually be the first element of the reversed queue. The stack could help in approaching this problem. This will be a two-step process: 

1. Pop the elements from the queue and insert into the stack. (Topmost element of the stack is the last element of the queue)
2. Pop the elements of the stack to insert back into the queue. (The last element is the first one to be inserted into the queue)

// CPP program to reverse a Queue

#include <bits/stdc++.h>

using namespace std;

// Utility function to print the queue

void Print(queue<int>& Queue)

{

while (!Queue.empty()) {

cout << Queue.front() << " ";

Queue.pop();

}

}

// Function to reverse the queue

void reverseQueue(queue<int>& Queue)

{

stack<int> Stack;

while (!Queue.empty()) {

Stack.push(Queue.front());

Queue.pop();

}

while (!Stack.empty()) {

Queue.push(Stack.top());

Stack.pop();

}

}

// Driver code

int main()

{

queue<int> Queue;

Queue.push(10);

Queue.push(20);

Queue.push(30);

Queue.push(40);

Queue.push(50);

Queue.push(60);

Queue.push(70);

Queue.push(80);

Queue.push(90);

Queue.push(100);

reverseQueue(Queue);

Print(Queue);

}

**Output:** 

100, 90, 80, 70, 60, 50, 40, 30, 20, 10

**Complexity Analysis:** 

* **Time Complexity:** O(n).   
  As we need to insert all the elements in the stack and later to the queue.
* **Auxiliary Space:** O(N).   
  Use of stack to store values.

# 300. Reverse the first “K” elements of a queue

Given an integer **K**and a [queue](http://www.geeksforgeeks.org/queue-data-structure/) of integers, we need to reverse the order of the first**K** elements of the queue, leaving the other elements in the same relative order.

Only following standard operations are allowed on queue.

* enqueue(x) : Add an item x to rear of queue
* dequeue() : Remove an item from front of queue
* size() : Returns number of elements in queue.
* front() : Finds front item.

**Example 1:**

**Input:**

5 3

1 2 3 4 5

**Output:**

3 2 1 4 5

**Explanation:**

After reversing the given

input from the 3rd position the resultant

output will be 3 2 1 4 5.

**Example 2:**

**Input:**

4 4

4 3 2 1

**Output:**

1 2 3 4

**Explanation:**

After reversing the given

input from the 4th position the resultant

output will be 1 2 3 4.

**Your Task:**  
**Complete**the **provided function** **modifyQueue**that takes **queue and k** as **parameters**and **returns**a **modified**queue. The **printing**is done **automatically**by the **driver code**.

**Expected TIme Complexity** : O(n)  
**Expected Auxilliary Space**: O(n)

**Constraints:**  
1 <= N <= 1000  
1 <= K <= N

**Note:**The **Input/Ouput** format and **Example** given are used for system's internal purpose, and should be used by a user for **Expected Output** only. As it is a function problem, hence a user should not read any input from stdin/console. The task is to complete the function specified, and not to write the full code.

## Solution:

The idea is to use an auxiliary [stack](https://www.geeksforgeeks.org/stack-data-structure/).

1. Create an empty stack.
2. One by one dequeue first K items from given queue and push the dequeued items to stack.
3. Enqueue the contents of stack at the back of the queue
4. Dequeue (size-k) elements from the front and enque them one by one to the same queue.

// C++ program to reverse first

// k elements of a queue.

#include <bits/stdc++.h>

using namespace std;

/\* Function to reverse the first

K elements of the Queue \*/

void reverseQueueFirstKElements(

int k, queue<int>& Queue)

{

if (Queue.empty() == true

|| k > Queue.size())

return;

if (k <= 0)

return;

stack<int> Stack;

/\* Push the first K elements

into a Stack\*/

for (int i = 0; i < k; i++) {

Stack.push(Queue.front());

Queue.pop();

}

/\* Enqueue the contents of stack

at the back of the queue\*/

while (!Stack.empty()) {

Queue.push(Stack.top());

Stack.pop();

}

/\* Remove the remaining elements and

enqueue them at the end of the Queue\*/

for (int i = 0; i < Queue.size() - k; i++) {

Queue.push(Queue.front());

Queue.pop();

}

}

/\* Utility Function to print the Queue \*/

void Print(queue<int>& Queue)

{

while (!Queue.empty()) {

cout << Queue.front() << " ";

Queue.pop();

}

}

// Driver code

int main()

{

queue<int> Queue;

Queue.push(10);

Queue.push(20);

Queue.push(30);

Queue.push(40);

Queue.push(50);

Queue.push(60);

Queue.push(70);

Queue.push(80);

Queue.push(90);

Queue.push(100);

int k = 5;

reverseQueueFirstKElements(k, Queue);

Print(Queue);

}

**Output:**

50 40 30 20 10 60 70 80 90 100

**Complexity Analysis:**

* **Time Complexity:** O(n+k).   
  Where ‘n’ is the total number of elements in the queue and ‘k’ is the number of elements to be reversed. This is because firstly the whole queue is emptied into the stack and after that first ‘k’ elements are emptied and enqueued in the same way.
* **Auxiliary Space :**Use of stack to store values for the purpose of reversing-: O(n)

# 301. Interleave the first half of the queue with second half

Given a queue of integers of even length, rearrange the elements by interleaving the first half of the queue with the second half of the queue.

Only a stack can be used as an auxiliary space.

**Examples:**

Input : 1 2 3 4

Output : 1 3 2 4

Input : 11 12 13 14 15 16 17 18 19 20

Output : 11 16 12 17 13 18 14 19 15 20

## Solution:

Following are the steps to solve the problem:  
1.Push the first half elements of queue to stack.  
2.Enqueue back the stack elements.  
3.Dequeue the first half elements of the queue and enqueue them back.  
4.Again push the first half elements into the stack.  
5.Interleave the elements of queue and stack.

// C++ program to interleave the first half of the queue

// with the second half

#include <bits/stdc++.h>

using namespace std;

// Function to interleave the queue

void interLeaveQueue(queue<int>& q)

{

// To check the even number of elements

if (q.size() % 2 != 0)

cout << "Input even number of integers." << endl;

// Initialize an empty stack of int type

stack<int> s;

int halfSize = q.size() / 2;

// Push first half elements into the stack

// queue:16 17 18 19 20, stack: 15(T) 14 13 12 11

for (int i = 0; i < halfSize; i++) {

s.push(q.front());

q.pop();

}

// enqueue back the stack elements

// queue: 16 17 18 19 20 15 14 13 12 11

while (!s.empty()) {

q.push(s.top());

s.pop();

}

// dequeue the first half elements of queue

// and enqueue them back

// queue: 15 14 13 12 11 16 17 18 19 20

for (int i = 0; i < halfSize; i++) {

q.push(q.front());

q.pop();

}

// Again push the first half elements into the stack

// queue: 16 17 18 19 20, stack: 11(T) 12 13 14 15

for (int i = 0; i < halfSize; i++) {

s.push(q.front());

q.pop();

}

// interleave the elements of queue and stack

// queue: 11 16 12 17 13 18 14 19 15 20

while (!s.empty()) {

q.push(s.top());

s.pop();

q.push(q.front());

q.pop();

}

}

// Driver program to test above function

int main()

{

queue<int> q;

q.push(11);

q.push(12);

q.push(13);

q.push(14);

q.push(15);

q.push(16);

q.push(17);

q.push(18);

q.push(19);

q.push(20);

interLeaveQueue(q);

int length = q.size();

for (int i = 0; i < length; i++) {

cout << q.front() << " ";

q.pop();

}

return 0;

}

**Output:**

11 16 12 17 13 18 14 19 15 20

**Time complexity:** O(n).  
**Auxiliary Space:** O(n).

# 302. Find the first circular tour that visits all Petrol Pumps

Suppose there is a circle. There are **N** petrol pumps on that circle. You will be given two sets of data.  
**1.** The amount of petrol that every petrol pump has.  
**2.** Distance from that petrol pump to the next petrol pump.  
Find a starting point where the truck can start to get through the complete circle without exhausting its petrol in between.  
**Note :**  Assume for 1 litre petrol, the truck can go 1 unit of distance.

**Example 1:**

**Input:**

N = 4

Petrol = 4 6 7 4

Distance = 6 5 3 5

**Output:** 1

**Explanation: T**here are 4 petrol pumps with

amount of petrol and distance to next

petrol pump value pairs as {4, 6}, {6, 5},

{7, 3} and {4, 5}. The first point from

where truck can make a circular tour is

2nd petrol pump. Output in this case is 1

(index of 2nd petrol pump).

**Your Task:**  
Your task is to complete the function **tour**() which takes the required data as inputs and returns an integer denoting a point from where a truck will be able to complete the circle (The truck will stop at each petrol pump and it has infinite capacity). If there exists multiple such starting points, then the function must return the first one out of those. (return -1 otherwise)

**Expected Time Complexity:**O(N)  
**Expected Auxiliary Space**: O(1)

**Constraints:**  
2 ≤ N ≤ 10000  
1 ≤ petrol, distance ≤ 1000

## Solution:

A **Simple Solution** is to consider every petrol pumps as a starting point and see if there is a possible tour. If we find a starting point with a feasible solution, we return that starting point. The worst case time complexity of this solution is O(n^2).  
An efficient approach is to **use a Queue**to store the current tour. We first enqueue first petrol pump to the queue, we keep enqueueing petrol pumps till we either complete the tour, or the current amount of petrol becomes negative. If the amount becomes negative, then we keep dequeuing petrol pumps until the queue becomes empty.  
Instead of creating a separate queue, we use the given array itself as a queue. We maintain two index variables start and end that represent the rear and front of the queue.

Below image is a dry run of the above approach:
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Below is the implementation of the above approach:

// C++ program to find circular tour for a truck

#include <bits/stdc++.h>

using namespace std;

// A petrol pump has petrol and distance to next petrol pump

class petrolPump

{

public:

int petrol;

int distance;

};

// The function returns starting point if there is a possible solution,

// otherwise returns -1

int printTour(petrolPump arr[], int n)

{

// Consider first petrol pump as a starting point

int start = 0;

int end = 1;

int curr\_petrol = arr[start].petrol - arr[start].distance;

/\* Run a loop while all petrol pumps are not visited.

And we have reached first petrol pump again with 0 or more petrol \*/

while (end != start || curr\_petrol < 0)

{

// If curremt amount of petrol in truck becomes less than 0, then

// remove the starting petrol pump from tour

while (curr\_petrol < 0 && start != end)

{

// Remove starting petrol pump. Change start

curr\_petrol -= arr[start].petrol - arr[start].distance;

start = (start + 1) % n;

// If 0 is being considered as start again, then there is no

// possible solution

if (start == 0)

return -1;

}

// Add a petrol pump to current tour

curr\_petrol += arr[end].petrol - arr[end].distance;

end = (end + 1) % n;

}

// Return starting point

return start;

}

// Driver code

int main()

{

petrolPump arr[] = {{6, 4}, {3, 6}, {7, 3}};

int n = sizeof(arr)/sizeof(arr[0]);

int start = printTour(arr, n);

(start == -1)? cout<<"No solution": cout<<"Start = "<<start;

return 0;

}

**Output:**

start = 2

**Time Complexity:** We are visiting each petrol pump exactly once, therefore the time complexity is **O(n)**

**Auxiliary Space:**O(1)

Another efficient solution can be to find out the first petrol pump where the amount of petrol is greater than or equal to the distance to be covered to reach the next petrol pump. Now we mark that petrol pump as **start**and now we check whether we can finish the journey towards the end point. If in the middle, at any petrol pump, the amount of petrol is less than the distance to be covered to reach the next petrol pump, then we can say we cannot complete the circular tour from **start**. We again try to find out the next point from where we can start our journey i.e. the next petrol pump where the amount of petrol is greater than or equal to the distance to be covered and we mark it as **start**. We need not look at any petrol pump in between the initial petrol pump marked as **start**and the new **start**as we know that we cannot complete the journey if we start from any middle petrol pump because eventually we will arrive at a point where amount of petrol is less than the distance. Now we repeat the process until we reach the last petrol pump and update our **start**as and when required. After we reach our last petrol pump, we try to reach our first petrol pump from the last and let’s say we have a remaining amount of petrol as **curr\_petrol**. Now we again start traveling from the first petrol pump and take the advantage of our **curr\_petrol**and try to reach the **start**. If we can reach the **start**, then we may conclude that **start**can be our starting point.

Below is the implementation of the above approach:

// C++ program to find circular tour for a truck

#include <bits/stdc++.h>

using namespace std;

// A petrol pump has petrol and distance to next petrol pump

class petrolPump {

public:

int petrol;

int distance;

};

// The function returns starting point if there is a

// possible solution, otherwise returns -1

int printTour(petrolPump arr[], int n)

{

int start;

for (int i = 0; i < n; i++) {

// Identify the first petrol pump from where we

// might get a full circular tour

if (arr[i].petrol >= arr[i].distance) {

start = i;

break;

}

}

// To store the excess petrol

int curr\_petrol = 0;

int i;

for (i = start; i < n;) {

curr\_petrol += (arr[i].petrol - arr[i].distance);

// If at any point remaining petrol is less than 0,

// it means that we cannot start our journey from

// current start

if (curr\_petrol < 0) {

// We move to the next petrol pump

i++;

// We try to identify the next petrol pump from

// where we might get a full circular tour

for (; i < n; i++) {

if (arr[i].petrol >= arr[i].distance) {

start = i;

// Reset rem\_petrol

curr\_petrol = 0;

break;

}

}

}

else {

// Move to the next petrolpump if curr\_petrol is

// >= 0

i++;

}

}

// If remaining petrol is less than 0 while we reach the

// first petrol pump, it means no circular tour is

// possible

if (curr\_petrol < 0) {

return -1;

}

for (int j = 0; j < start; j++) {

curr\_petrol += (arr[j].petrol - arr[j].distance);

// If remaining petrol is less than 0 at any point

// before we reach initial start, it means no

// circular tour is possible

if (curr\_petrol < 0) {

return -1;

}

}

// If we have successfully reached intial\_start, it

// means can get a circular tour from final\_start, hence

// return it

return start;

}

// Driver code

int main()

{

petrolPump arr[] = { { 6, 4 }, { 3, 6 }, { 7, 3 } };

int n = sizeof(arr) / sizeof(arr[0]);

int start = printTour(arr, n);

(start == -1) ? cout << "No solution"

: cout << "Start = " << start;

return 0;

}

**Output:**

start = 2

**Time Complexity:** O(n)

**Auxiliary Space:** O(1)

**My Implementation:**

int tour(petrolPump p[],int n)

{

int extra=0, req=0, start=0;

for(int i=0;i<n;i++){

if(extra+p[i].petrol-p[i].distance >= 0)

extra = extra + p[i].petrol - p[i].distance;

else{

req = req + extra + p[i].petrol - p[i].distance;

extra = 0;

start = i+1;

}

}

if(req+extra>=0)

return start;

else

return -1;

}

**Easy to understand soln:**

class Solution {

public int canCompleteCircuit(int[] gas, int[] cost) {

int n = gas.length;

int total\_tank = 0;

int curr\_tank = 0;

int starting\_station = 0;

for (int i = 0; i < n; ++i) {

total\_tank += gas[i] - cost[i];

curr\_tank += gas[i] - cost[i];

// If one couldn't get here,

if (curr\_tank < 0) {

// Pick up the next station as the starting one.

starting\_station = i + 1;

// Start with an empty tank.

curr\_tank = 0;

}

}

return total\_tank >= 0 ? starting\_station : -1;

}

}

# 303. Minimum time required to rot all oranges

Given a grid of dimension **nxm** where each cell in the grid can have values 0, 1 or 2 which has the following meaning:  
**0**: Empty cell  
**1** : Cells have fresh oranges  
**2** : Cells have rotten oranges

We have to determine what is the minimum time required to rot all oranges. A rotten orange at index [i,j] can rot other fresh orange at indexes [i-1,j], [i+1,j], [i,j-1], [i,j+1] (**up**, **down**, **left** and **right**) in unit time. 

**Example 1:**

**Input:** grid = {{0,1,2},{0,1,2},{2,1,1}}

**Output:** 1

**Explanation:** The grid is-

0 1 2

0 1 2

2 1 1

Oranges at positions (0,2), (1,2), (2,0)

will rot oranges at (0,1), (1,1), (2,2) and

(2,1) in unit time.

**Example 2:**

**Input:** grid = {{2,2,0,1}}

**Output:** -1

**Explanation:** The grid is-

2 2 0 1

Oranges at (0,0) and (0,1) can't rot orange at

(0,3).

**Your Task:**  
You don't need to read or print anything, Your task is to complete the function **orangesRotting()**which takes grid as input parameter and returns the minimum time to rot all the fresh oranges. If not possible returns -1.

**Expected Time Complexity:**O(n\*m)  
**Expected Auxiliary Space:**O(n)

**Constraints:**  
1 ≤ n, m ≤ 500

## Solution:

**Naive Solution:**

* **Approach:** The idea is very basic. Traverse through all oranges in multiple rounds. In every round, rot the oranges to the adjacent position of oranges which were rotten in the last round.
* **Algorithm:**
  1. Create a variable *no = 2* and *changed = false*
  2. Run a loop until there is no cell of the matrix which is changed in an iteration.
  3. Run a nested loop and traverse the matrix. If the element of the matrix is equal to *no* then assign the adjacent elements to no + 1 if the adjacent element’s value is equal to 1, i.e. not rotten, and update changed to true.
  4. Traverse the matrix and check if there is any cell which is 1. If 1 is present return -1
  5. Else return no – 2
* **Implementation:**

// C++ program to rot all oranges when u can move

// in all the four direction from a rotten orange

#include <bits/stdc++.h>

using namespace std;

const int R = 3;

const int C = 5;

// Check if i, j is under the array limits of row and column

bool issafe(int i, int j)

{

if (i >= 0 && i < R && j >= 0 && j < C)

return true;

return false;

}

int rotOranges(int v[R][C])

{

bool changed = false;

int no = 2;

while (true) {

for (int i = 0; i < R; i++) {

for (int j = 0; j < C; j++) {

// Rot all other oranges present at

// (i+1, j), (i, j-1), (i, j+1), (i-1, j)

if (v[i][j] == no) {

if (issafe(i + 1, j) && v[i + 1][j] == 1) {

v[i + 1][j] = v[i][j] + 1;

changed = true;

}

if (issafe(i, j + 1) && v[i][j + 1] == 1) {

v[i][j + 1] = v[i][j] + 1;

changed = true;

}

if (issafe(i - 1, j) && v[i - 1][j] == 1) {

v[i - 1][j] = v[i][j] + 1;

changed = true;

}

if (issafe(i, j - 1) && v[i][j - 1] == 1) {

v[i][j - 1] = v[i][j] + 1;

changed = true;

}

}

}

}

// if no rotten orange found it means all

// oranges rottened now

if (!changed)

break;

changed = false;

no++;

}

for (int i = 0; i < R; i++) {

for (int j = 0; j < C; j++) {

// if any orange is found to be

// not rotten then ans is not possible

if (v[i][j] == 1)

return -1;

}

}

// Because initial value for a rotten

// orange was 2

return no - 2;

}

// Driver function

int main()

{

int v[R][C] = { { 2, 1, 0, 2, 1 },

{ 1, 0, 1, 2, 1 },

{ 1, 0, 0, 2, 1 } };

cout << "Max time incurred: " << rotOranges(v);

return 0;

}

**Output:**

Max time incurred: 2

* **Complexity Analysis:**
  + **Time Complexity**: O((R\*C) \* (R \*C)).   
    The matrix needs to be traversed again and again until there is no change in the matrix, that can happen max(R \*C)/2 times. So time complexity is O((R \* C) \* (R \*C)).
  + **Space Complexity:**O(1).   
    No extra space is required.

**Efficient Solution**

* **Approach:** The idea is to use [Breadth First Search](https://www.geeksforgeeks.org/breadth-first-search-or-bfs-for-a-graph/). The condition of oranges getting rotten is when they come in contact with other rotten oranges. This is similar to breadth-first search where the graph is divided into layers or circles and the search is done from lower or closer layers to deeper or higher layers. In the previous approach, the idea was based on BFS but the implementation was poor and inefficient. To find the elements whose values are *no* the whole matrix had to be traversed. So that time can be reduced by using this efficient approach of BFS.
* **Algorithm:**
  1. Create an empty queue *Q*.
     1. Find all rotten oranges and enqueue them to Q. Also, enqueue a delimiter to indicate the beginning of the next time frame.
     2. Run a loop While Q is not empty
     3. Do following while delimiter in Q is not reached
  2. Dequeue an orange from the queue, rot all adjacent oranges. While rotting the adjacent, make sure that the time frame is incremented only once. And the time frame is not incremented if there are no adjacent oranges.
  3. Dequeue the old delimiter and enqueue a new delimiter. The oranges rotten in the previous time frame lie between the two delimiters.
* **Dry run of the above approach:**
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* **Implementation:**

// C++ program to find minimum time required to make all

// oranges rotten

#include<bits/stdc++.h>

#define R 3

#define C 5

using namespace std;

// function to check whether a cell is valid / invalid

bool isvalid(int i, int j)

{

return (i >= 0 && j >= 0 && i < R && j < C);

}

// structure for storing coordinates of the cell

struct ele {

int x, y;

};

// Function to check whether the cell is delimiter

// which is (-1, -1)

bool isdelim(ele temp)

{

return (temp.x == -1 && temp.y == -1);

}

// Function to check whether there is still a fresh

// orange remaining

bool checkall(int arr[][C])

{

for (int i=0; i<R; i++)

for (int j=0; j<C; j++)

if (arr[i][j] == 1)

return true;

return false;

}

// This function finds if it is possible to rot all oranges or not.

// If possible, then it returns minimum time required to rot all,

// otherwise returns -1

int rotOranges(int arr[][C])

{

// Create a queue of cells

queue<ele> Q;

ele temp;

int ans = 0;

// Store all the cells having rotten orange in first time frame

for (int i=0; i<R; i++)

{

for (int j=0; j<C; j++)

{

if (arr[i][j] == 2)

{

temp.x = i;

temp.y = j;

Q.push(temp);

}

}

}

// Separate these rotten oranges from the oranges which will rotten

// due the oranges in first time frame using delimiter which is (-1, -1)

temp.x = -1;

temp.y = -1;

Q.push(temp);

// Process the grid while there are rotten oranges in the Queue

while (!Q.empty())

{

// This flag is used to determine whether even a single fresh

// orange gets rotten due to rotten oranges in current time

// frame so we can increase the count of the required time.

bool flag = false;

// Process all the rotten oranges in current time frame.

while (!isdelim(Q.front()))

{

temp = Q.front();

// Check right adjacent cell that if it can be rotten

if (isvalid(temp.x+1, temp.y) && arr[temp.x+1][temp.y] == 1)

{

// if this is the first orange to get rotten, increase

// count and set the flag.

if (!flag) ans++, flag = true;

// Make the orange rotten

arr[temp.x+1][temp.y] = 2;

// push the adjacent orange to Queue

temp.x++;

Q.push(temp);

temp.x--; // Move back to current cell

}

// Check left adjacent cell that if it can be rotten

if (isvalid(temp.x-1, temp.y) && arr[temp.x-1][temp.y] == 1) {

if (!flag) ans++, flag = true;

arr[temp.x-1][temp.y] = 2;

temp.x--;

Q.push(temp); // push this cell to Queue

temp.x++;

}

// Check top adjacent cell that if it can be rotten

if (isvalid(temp.x, temp.y+1) && arr[temp.x][temp.y+1] == 1) {

if (!flag) ans++, flag = true;

arr[temp.x][temp.y+1] = 2;

temp.y++;

Q.push(temp); // Push this cell to Queue

temp.y--;

}

// Check bottom adjacent cell if it can be rotten

if (isvalid(temp.x, temp.y-1) && arr[temp.x][temp.y-1] == 1) {

if (!flag) ans++, flag = true;

arr[temp.x][temp.y-1] = 2;

temp.y--;

Q.push(temp); // push this cell to Queue

}

Q.pop();

}

// Pop the delimiter

Q.pop();

// If oranges were rotten in current frame than separate the

// rotten oranges using delimiter for the next frame for processing.

if (!Q.empty()) {

temp.x = -1;

temp.y = -1;

Q.push(temp);

}

// If Queue was empty than no rotten oranges left to process so exit

}

// Return -1 if all arranges could not rot, otherwise return ans.

return (checkall(arr))? -1: ans;

}

// Driver program

int main()

{

int arr[][C] = { {2, 1, 0, 2, 1},

{1, 0, 1, 2, 1},

{1, 0, 0, 2, 1}};

int ans = rotOranges(arr);

if (ans == -1)

cout << "All oranges cannot rotn";

else

cout << "Time required for all oranges to rot => " << ans << endl;

return 0;

}

**Output**

Time required for all oranges to rot => 2

* **Complexity Analysis:**
  + **Time Complexity:** O( R \*C).   
    Each element of the matrix can be inserted into the queue only once so the upper bound of iteration is O(R\*C), i.e. the number of elements. So time complexity is O(R \*C).
  + **Space Complexity:** O(R\*C).   
    To store the elements in a queue O(R\*C) space is needed.

**My code:**

int orangesRotting(vector<vector<int>>& grid) {

int oranges=0, \_time=0, m=grid.size(), n=grid[0].size();

queue<pair<int, int>> q;

for(int i=0;i<m;i++){

for(int j=0;j<n;j++){

if(grid[i][j]==1)

oranges++;

else if(grid[i][j]==2){

oranges++;

q.push(make\_pair(i,j));

}

}

}

int count = q.size();

while(count<oranges && !q.empty()){

int size = q.size();

while(size--){

pair<int, int> p = q.front();

int i = p.first, j = p.second;

q.pop();

if(j-1>=0 && grid[i][j-1]==1){

grid[i][j-1] = 2;

q.push(make\_pair(i,j-1));

}

if(j+1<n && grid[i][j+1]==1){

grid[i][j+1] = 2;

q.push(make\_pair(i,j+1));

}

if(i-1>=0 && grid[i-1][j]==1){

grid[i-1][j] = 2;

q.push(make\_pair(i-1,j));

}

if(i+1<m && grid[i+1][j]==1){

grid[i+1][j] = 2;

q.push(make\_pair(i+1,j));

}

}

count += q.size();

\_time++;

}

if(count==oranges)

return \_time;

return -1;

}

# 304. [Distance of nearest cell having 1 in a binary matrix](https://practice.geeksforgeeks.org/problems/distance-of-nearest-cell-having-1/0)

Given a binary grid. Find the distance of nearest 1 in the grid for each cell.  
The distance is calculated as **|i1 – i2| + |j1 – j2|**, where i1, j1 are the row number and column number of the current cell and i2, j2 are the row number and column number of the nearest cell having value 1.

**Example 1:**

**Input:** grid = {{0,1,1,0},{1,1,0,0},{0,0,1,1}}

**Output:** {{1,0,0,1},{0,0,1,1},{1,1,0,0}}

**Explanation:** The grid is-

0 1 1 0

1 1 0 0

0 0 1 1

0's at (0,0), (0,3), (1,2), (1,3), (2,0) and

(2,1) are at a distance of 1 from 1's at (0,1),

(0,2), (0,2), (2,3), (1,0) and (1,1)

respectively.

**Example 2:**

**Input:** grid = {{1,0,1},{1,1,0},{1,0,0}}

**Output:** {{0,1,0},{0,0,1},{0,1,2}}

**Explanation:** The grid is-

1 0 1

1 1 0

1 0 0

0's at (0,1), (1,2), (2,1) and (2,2) are at a

distance of 1, 1, 1 and 2 from 1's at (0,0),

(0,2), (2,0) and (1,1) respectively.

**Yout Task:**  
You don't need to read or print anything, Your task is to complete the function **nearest()**which takes grid as input parameter and returns a matrix of same dimensions where the value at index (i, j) in the resultant matrix signifies the minimum distance of 1 in the matrix from grid[i][j].

**Expected Time Complexity:**O(n\*m)  
**Expected Auxiliary Space:**O(1)

**Constraints:**  
1 ≤ n, m ≤ 500

## Solution:

**Method 1:** This method uses a simple brute force approach to arrive at the solution.

* **Approach:** The idea is to traverse the matrix for each cell and find the minimum distance, To find the minimum distance traverse the matrix and find the cell which contains 1 and calculates the distance between two cells and store the minimum distance.
* **Algorithm :**
  1. Traverse the matrix from start to end (using two nested loops)
  2. For every element find the closest element which contains 1. To find the closest element traverse the matrix and find the minimum distance.
  3. Fill the minimum distance in the matrix.

**Implementation:**

// C++ program to find distance of nearest

// cell having 1 in a binary matrix.

#include<bits/stdc++.h>

#define N 3

#define M 4

using namespace std;

// Print the distance of nearest cell

// having 1 for each cell.

void printDistance(int mat[N][M])

{

int ans[N][M];

// Initialize the answer matrix with INT\_MAX.

for (int i = 0; i < N; i++)

for (int j = 0; j < M; j++)

ans[i][j] = INT\_MAX;

// For each cell

for (int i = 0; i < N; i++)

for (int j = 0; j < M; j++)

{

// Traversing the whole matrix

// to find the minimum distance.

for (int k = 0; k < N; k++)

for (int l = 0; l < M; l++)

{

// If cell contain 1, check

// for minimum distance.

if (mat[k][l] == 1)

ans[i][j] = min(ans[i][j],

abs(i-k) + abs(j-l));

}

}

// Printing the answer.

for (int i = 0; i < N; i++)

{

for (int j = 0; j < M; j++)

cout << ans[i][j] << " ";

cout << endl;

}

}

// Driven Program

int main()

{

int mat[N][M] =

{

0, 0, 0, 1,

0, 0, 1, 1,

0, 1, 1, 0

};

printDistance(mat);

return 0;

}

**Output:**

3 2 1 0

2 1 0 0

1 0 0 1

**Complexity Analysis:**

* **Time Complexity:** O(N2\*M2).   
  For every element in the matrix, the matrix is traversed and there are N\*M elements So the time complexity is O(N2\*M2).
* **Space Complexity:**O(1).   
  No extra space is required.

**Method 2:** This method uses the [BFS or breadth-first search](https://www.geeksforgeeks.org/breadth-first-search-or-bfs-for-a-graph/) technique to arrive at the solution.

vector<vector<int>>nearest(vector<vector<int>>grid)

{

queue<pair<int, int>> q;

int m = grid.size(), n = grid[0].size();

vector<vector<int>> res(m, vector<int> (n, INT\_MAX-1));

for(int i=0;i<m;i++){

for(int j=0;j<n;j++){

if(grid[i][j]==1){

res[i][j] = 0;

q.push(make\_pair(i,j));

}

}

}

int r[4] = {0,1,0,-1};

int c[4] = {1,0,-1,0};

while(!q.empty()){

pair<int, int> p = q.front();

q.pop();

for(int i=0;i<4;i++){

int x = p.first + r[i], y = p.second + c[i];

if(x>=0 && x<m && y>=0 && y<n){

if(res[p.first][p.second]+1 < res[x][y]){

res[x][y] = res[p.first][p.second]+1;

q.push(make\_pair(x,y));

}

}

}

}

return res;

}

**Complexity Analysis:**

* **Time Complexity:** O(N\*M).   
  In BFS traversal every element is traversed only once so time Complexity is O(M\*N).
* **Space Complexity:**O(M\*N).   
  To store every element in the matrix O(M\*N) space is required.

# 305. First negative integer in every window of size “k”

Given an array **A[]**of size **N** and a positive integer **K**, find the first negative integer for each and every window(contiguous subarray) of size **K**.

**Example 1:**

**Input :**

N = 5

A[] = {-8, 2, 3, -6, 10}

K = 2

**Output :**

-8 0 -6 -6

**Explanation :**

First negative integer for each window of size k

**{-8, 2}** = -8

**{2, 3}** = 0 (does not contain a negative integer)

**{3, -6}** = -6

**{-6, 10}** = -6

**Example 2:**

**Input :**

N = 8

A[] = {12, -1, -7, 8, -15, 30, 16, 28}

K = 3

**Output :**

-1 -1 -7 -15 -15 0

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **printFirstNegativeInteger()** which takes the array **A[]**, its size **N**and an integer **K**as inputs and returns the first negative number in every window of size K starting from the first till the end. If a window does not contain a negative integer , then return 0 for that window.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:** O(K)  
  
**Constraints:**  
1 <= N <= 105  
1 <= A[i] <= 105  
1 <= K <= N

## Solution:

**Naive Approach:** Run two loops. In the outer loop, take all subarrays(windows) of size k. In the inner loop, get the first negative integer of the current subarray(window).

// C++ implementation to find the first negative

// integer in every window of size k

#include <bits/stdc++.h>

using namespace std;

// function to find the first negative

// integer in every window of size k

void printFirstNegativeInteger(int arr[], int n, int k)

{

// flag to check whether window contains

// a negative integer or not

bool flag;

// Loop for each subarray(window) of size k

for (int i = 0; i<(n-k+1); i++)

{

flag = false;

// traverse through the current window

for (int j = 0; j<k; j++)

{

// if a negative integer is found, then

// it is the first negative integer for

// current window. Print it, set the flag

// and break

if (arr[i+j] < 0)

{

cout << arr[i+j] << " ";

flag = true;

break;

}

}

// if the current window does not

// contain a negative integer

if (!flag)

cout << "0" << " ";

}

}

// Driver program to test above functions

int main()

{

int arr[] = {12, -1, -7, 8, -15, 30, 16, 28};

int n = sizeof(arr)/sizeof(arr[0]);

int k = 3;

printFirstNegativeInteger(arr, n, k);

return 0;

}

**Output :**

-1 -1 -7 -15 -15 0

**Time Complexity :** The outer loop runs n-k+1 times and the inner loop runs k times for every iteration of outer loop. So time complexity is O((n-k+1)\*k) which can also be written as O(nk) when k is comparitively much smaller than n, otherwise when k tends to reach n, complexity becomes O(k).

**Efficient Approach:** It is a variation of the problem of [Sliding Window Maximum](https://www.geeksforgeeks.org/sliding-window-maximum-maximum-of-all-subarrays-of-size-k/).   
We create a Dequeue, Di of capacity k, that stores only useful elements of the current window of k elements. An element is useful if it is in the current window and it is a negative integer. We process all array elements one by one and maintain Di to contain useful elements of current window and these useful elements are all negative integers. For a particular window, if Di is not empty then the element at front of the Di is the first negative integer for that window, else that window does not contain a negative integer.

// C++ implementation to find the first negative

// integer in every window of size k

#include <bits/stdc++.h>

using namespace std;

// function to find the first negative

// integer in every window of size k

void printFirstNegativeInteger(int arr[], int n, int k)

{

// A Double Ended Queue, Di that will store indexes of

// useful array elements for the current window of size k.

// The useful elements are all negative integers.

deque<int> Di;

/\* Process first k (or first window) elements of array \*/

int i;

for (i = 0; i < k; i++)

// Add current element at the rear of Di

// if it is a negative integer

if (arr[i] < 0)

Di.push\_back(i);

// Process rest of the elements, i.e., from arr[k] to arr[n-1]

for ( ; i < n; i++)

{

// if Di is not empty then the element at the

// front of the queue is the first negative integer

// of the previous window

if (!Di.empty())

cout << arr[Di.front()] << " ";

// else the window does not have a

// negative integer

else

cout << "0" << " ";

// Remove the elements which are out of this window

while ( (!Di.empty()) && Di.front() < (i - k + 1))

Di.pop\_front(); // Remove from front of queue

// Add current element at the rear of Di

// if it is a negative integer

if (arr[i] < 0)

Di.push\_back(i);

}

// Print the first negative

// integer of last window

if (!Di.empty())

cout << arr[Di.front()] << " ";

else

cout << "0" << " ";

}

// Driver program to test above functions

int main()

{

int arr[] = {12, -1, -7, 8, -15, 30, 16, 28};

int n = sizeof(arr)/sizeof(arr[0]);

int k = 3;

printFirstNegativeInteger(arr, n, k);

return 0;

}

**Output:**

-1 -1 -7 -15 -15 0

**Time Complexity:** O(n)   
**Auxiliary Space:** O(k)

**Optimized Approach:**: It is also possible to accomplish this with constant space. The idea is to have a variable firstNegativeIndex to keep track of the first negative element in the k sized window. At every iteration, we skip the elements which no longer fall under the current k size window (firstNegativeIndex <= i – k) as well as the positive elements.

Below is the solution based upon this approach.

// C++ code for First negative integer

// in every window of size k

#include <iostream>

using namespace std;

void printFirstNegativeInteger(int arr[], int k, int n)

{

int firstNegativeIndex = 0;

int firstNegativeElement;

for(int i = k - 1; i < n; i++)

{

// skip out of window and positive elements

while((firstNegativeIndex < i ) &&

(firstNegativeIndex <= i - k ||

arr[firstNegativeIndex] > 0))

{

firstNegativeIndex ++;

}

// check if a negative element is found, otherwise use 0

if(arr[firstNegativeIndex] < 0)

{

firstNegativeElement = arr[firstNegativeIndex];

}

else

{

firstNegativeElement = 0;

}

cout<<firstNegativeElement << " ";

}

}

// Driver code

int main()

{

int arr[] = { 12, -1, -7, 8, -15, 30, 16, 28};

int n = sizeof(arr)/sizeof(arr[0]);

int k = 3;

printFirstNegativeInteger(arr, k, n);

}

**Output:**

-1 -1 -7 -15 -15 0

**Time Complexity:** O(n)   
**Auxiliary Space:** O(1)

# 306. [Check if all levels of two trees are anagrams or not.](https://www.geeksforgeeks.org/check-if-all-levels-of-two-trees-are-anagrams-or-not/)

Given two binary trees, we have to check if each of their levels are anagrams of each other or not.   
**Example:** 

![https://media.geeksforgeeks.org/wp-content/uploads/MirrorTree1-1.gif](data:image/gif;base64,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)

**Tree 1:**

Level 0 : 1

Level 1 : 3, 2

Level 2 : 5, 4

**Tree 2:**

Level 0 : 1

Level 1 : 2, 3

Level 2 : 4, 5

As we can clearly see all the levels of above two binary trees are anagrams of each other, hence return true.

## Solution:

**Naive Approach:** Below is the step by step explanation of the naive approach to do this: 

1. Write a recursive program for level order traversal of a tree.
2. Traverse each level of both the trees one by one and store the result of traversals in 2 different vectors, one for each tree.
3. Sort both the vectors and compare them iteratively for each level, if they are same for each level then return true else return false.

**Time Complexity:** O(n^2), where n is the number of nodes.

**Efficient Approach:**   
The idea is based on below article.   
[Print level order traversal line by line | Set 1](https://www.geeksforgeeks.org/print-level-order-traversal-line-line/)   
We traverse both trees simultaneously level by level. We store each level both trees in vectors (or array). To check if two vectors are anagram or not, we sort both and then compare.  
**Time Complexity:** **O(nlogn)**, where n is the number of nodes.

/\* Iterative program to check if two trees are level

by level anagram. \*/

#include <bits/stdc++.h>

using namespace std;

// A Binary Tree Node

struct Node

{

struct Node \*left, \*right;

int data;

};

// Returns true if trees with root1 and root2

// are level by level anagram, else returns false.

bool areAnagrams(Node \*root1, Node \*root2)

{

// Base Cases

if (root1 == NULL && root2 == NULL)

return true;

if (root1 == NULL || root2 == NULL)

return false;

// start level order traversal of two trees

// using two queues.

queue<Node \*> q1, q2;

q1.push(root1);

q2.push(root2);

while (1)

{

// n1 (queue size) indicates number of Nodes

// at current level in first tree and n2 indicates

// number of nodes in current level of second tree.

int n1 = q1.size(), n2 = q2.size();

// If n1 and n2 are different

if (n1 != n2)

return false;

// If level order traversal is over

if (n1 == 0)

break;

// Dequeue all Nodes of current level and

// Enqueue all Nodes of next level

vector<int> curr\_level1, curr\_level2;

while (n1 > 0)

{

Node \*node1 = q1.front();

q1.pop();

if (node1->left != NULL)

q1.push(node1->left);

if (node1->right != NULL)

q1.push(node1->right);

n1--;

Node \*node2 = q2.front();

q2.pop();

if (node2->left != NULL)

q2.push(node2->left);

if (node2->right != NULL)

q2.push(node2->right);

curr\_level1.push\_back(node1->data);

curr\_level2.push\_back(node2->data);

}

// Check if nodes of current levels are

// anagrams or not.

sort(curr\_level1.begin(), curr\_level1.end());

sort(curr\_level2.begin(), curr\_level2.end());

if (curr\_level1 != curr\_level2)

return false;

}

return true;

}

// Utility function to create a new tree Node

Node\* newNode(int data)

{

Node \*temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// Driver program to test above functions

int main()

{

// Constructing both the trees.

struct Node\* root1 = newNode(1);

root1->left = newNode(3);

root1->right = newNode(2);

root1->right->left = newNode(5);

root1->right->right = newNode(4);

struct Node\* root2 = newNode(1);

root2->left = newNode(2);

root2->right = newNode(3);

root2->left->left = newNode(4);

root2->left->right = newNode(5);

areAnagrams(root1, root2)? cout << "Yes" : cout << "No";

return 0;

}

Yes

**Note:** In the above program we are comparing the vectors storing each level of a tree directly using not equal to function ‘ != ‘ which compares the vectors first on the basis of their size and then on the basis of their content, hence saving our work of iteratively comparing the vectors.

# 307. Sum of minimum and maximum elements of all subarrays of size “k”.

Given an array of both positive and negative integers, the task is to compute sum of minimum and maximum elements of all sub-array of size k.  
Examples: 

Input : arr[] = {2, 5, -1, 7, -3, -1, -2}

K = 4

Output : 18

Explanation : Subarrays of size 4 are :

{2, 5, -1, 7}, min + max = -1 + 7 = 6

{5, -1, 7, -3}, min + max = -3 + 7 = 4

{-1, 7, -3, -1}, min + max = -3 + 7 = 4

{7, -3, -1, -2}, min + max = -3 + 7 = 4

Sum of all min & max = 6 + 4 + 4 + 4

= 18

## Solution:

**Method 1 (Simple)**   
Run two loops to generate all subarrays of size k and find maximum and minimum values. Finally, return sum of all maximum and minimum elements.   
Time taken by this solution is O(nk).

**Method 2 (Efficient using Dequeue)**   
The idea is to use Dequeue data structure and sliding window concept. We create two empty double-ended queues of size k (‘S’ , ‘G’) that only store indexes of elements of current window that are not useless. An element is useless if it can not be maximum or minimum of next subarrays.

a) In deque 'G', we maintain decreasing order of

values from front to rear

b) In deque 'S', we maintain increasing order of

values from front to rear

1) First window size K

1.1) For deque 'G', if current element is greater

than rear end element, we remove rear while

current is greater.

1.2) For deque 'S', if current element is smaller

than rear end element, we just pop it while

current is smaller.

1.3) insert current element in both deque 'G' 'S'

2) After step 1, front of 'G' contains maximum element

of first window and front of 'S' contains minimum

element of first window. Remaining elements of G

and S may store maximum/minimum for subsequent

windows.

3) After that we do traversal for rest array elements.

3.1) Front element of deque 'G' is greatest and 'S'

is smallest element of previous window

3.2) Remove all elements which are out of this

window [remove element at front of queue ]

3.3) Repeat steps 1.1 , 1.2 ,1.3

4) Return sum of minimum and maximum element of all

sub-array size k.

Below is implementation of above idea

// C++ program to find sum of all minimum and maximum

// elements Of Sub-array Size k.

#include<bits/stdc++.h>

using namespace std;

// Returns sum of min and max element of all subarrays

// of size k

int SumOfKsubArray(int arr[] , int n , int k)

{

int sum = 0; // Initialize result

// The queue will store indexes of useful elements

// in every window

// In deque 'G' we maintain decreasing order of

// values from front to rear

// In deque 'S' we maintain increasing order of

// values from front to rear

deque< int > S(k), G(k);

// Process first window of size K

int i = 0;

for (i = 0; i < k; i++)

{

// Remove all previous greater elements

// that are useless.

while ( (!S.empty()) && arr[S.back()] >= arr[i])

S.pop\_back(); // Remove from rear

// Remove all previous smaller that are elements

// are useless.

while ( (!G.empty()) && arr[G.back()] <= arr[i])

G.pop\_back(); // Remove from rear

// Add current element at rear of both deque

G.push\_back(i);

S.push\_back(i);

}

// Process rest of the Array elements

for ( ; i < n; i++ )

{

// Element at the front of the deque 'G' & 'S'

// is the largest and smallest

// element of previous window respectively

sum += arr[S.front()] + arr[G.front()];

// Remove all elements which are out of this

// window

while ( !S.empty() && S.front() <= i - k)

S.pop\_front();

while ( !G.empty() && G.front() <= i - k)

G.pop\_front();

// remove all previous greater element that are

// useless

while ( (!S.empty()) && arr[S.back()] >= arr[i])

S.pop\_back(); // Remove from rear

// remove all previous smaller that are elements

// are useless

while ( (!G.empty()) && arr[G.back()] <= arr[i])

G.pop\_back(); // Remove from rear

// Add current element at rear of both deque

G.push\_back(i);

S.push\_back(i);

}

// Sum of minimum and maximum element of last window

sum += arr[S.front()] + arr[G.front()];

return sum;

}

// Driver program to test above functions

int main()

{

int arr[] = {2, 5, -1, 7, -3, -1, -2} ;

int n = sizeof(arr)/sizeof(arr[0]);

int k = 3;

cout << SumOfKsubArray(arr, n, k) ;

return 0;

}

**Output:**

14

**Time Complexity:** O(n)

# 308. [Minimum sum of squares of character counts in a given string after removing “k” characters.](https://practice.geeksforgeeks.org/problems/game-with-string/0)

Given a string **s** of lowercase alphabets and a number k, the task is to print the minimum value of the string after removal of **‘k’** characters. The value of a string is defined as the sum of squares of the count of each distinct character.

**Example 1:**

**Input:** s = abccc, k = 1

**Output:** 6

**Explaination:**

We remove c to get the value as 12 + 12 + 22

**Example 2:**

**Input:** s = aabcbcbcabcc, k = 3

**Output:** 27

**Explaination:** We remove two 'c' and one 'b'.

Now we get the value as 32 + 32 + 32.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **minValue()** which takes s and k as input parameters and returns the minimum possible required value.

**Expected Time Complexity:** O(N\*logN)  where N is the length of string  
**Expected Auxiliary Space:** O(N)

**Constraints:**  
1 ≤ k ≤ |string length| ≤ 100

## Solution:

One clear observation is that we need to remove character with highest frequency. One trick is the character ma  
A **Simple solution** is to use sorting technique through all current highest frequency reduce up to k times. For After every reduce again sort frequency array.   
A **Better Solution** used to Priority Queue which has to the highest element on top. 

1. Initialize empty priority queue.
2. Count frequency of each character and Store into temp array.
3. Remove K characters which have highest frequency from queue.
4. Finally Count Sum of square of each element and return it.

Below is the implementation of the above idea.

// C++ program to find min sum of squares

// of characters after k removals

#include <bits/stdc++.h>

using namespace std;

const int MAX\_CHAR = 26;

// Main Function to calculate min sum of

// squares of characters after k removals

int minStringValue(string str, int k)

{

int l = str.length(); // find length of string

// if K is greater than length of string

// so reduced string will become 0

if (k >= l)

return 0;

// Else find Frequency of each character and

// store in an array

int frequency[MAX\_CHAR] = { 0 };

for (int i = 0; i < l; i++)

frequency[str[i] - 'a']++;

// Push each char frequency into a priority\_queue

priority\_queue<int> q;

for (int i = 0; i < MAX\_CHAR; i++)

q.push(frequency[i]);

// Removal of K characters

while (k--) {

// Get top element in priority\_queue,

// remove it. Decrement by 1 and again

// push into priority\_queue

int temp = q.top();

q.pop();

temp = temp - 1;

q.push(temp);

}

// After removal of K characters find sum

// of squares of string Value

int result = 0; // Initialize result

while (!q.empty()) {

int temp = q.top();

result += temp \* temp;

q.pop();

}

return result;

}

// Driver Code

int main()

{

string str = "abbccc"; // Input 1

int k = 2;

cout << minStringValue(str, k) << endl;

str = "aaab"; // Input 2

k = 2;

cout << minStringValue(str, k);

return 0;

}

**Output:**

6

2

**Time Complexity: O(n\*logn)**

**Space Complexity: O(26)**

# 309. Queue based approach or first non-repeating character in a stream.

## Same as ques 161.(Linked List)

# 310. Next Smaller Element

Given an array, print the Next Smaller Element (NSE) for every element. The NSE for an element x is the first smaller element on the right side of x in array. Elements for which no smaller element exist (on right side), consider NSE as -1.   
Examples:   
**a)**For any array, rightmost element always has NSE as -1.   
**b)**For an array which is sorted in increasing order, all elements have NSE as -1.   
**c)**For the input array **[4, 8, 5, 2, 25}**, the NSE for each element are as follows.

Element NSE

4 --> 2

8 --> 5

5 --> 2

2 --> -1

25 --> -1

**d)** For the input array**[13, 7, 6, 12},** the next smaller elements for each element are as follows.

## Solution:

**Method 1 (Simple)**   
Use two loops: The outer loop picks all the elements one by one. The inner loop looks for the first smaller element for the element picked by outer loop. If a smaller element is found then that element is printed as next, otherwise, -1 is printed.

**Time Complexity**: O(n^2) The worst case occurs when all elements are sorted in decreasing order.

// Simple C++ program to print

// next smaller elements in a given array

#include "bits/stdc++.h"

using namespace std;

/\* prints element and NSE pair

for all elements of arr[] of size n \*/

void printNSE(int arr[], int n)

{

int next, i, j;

for (i = 0; i < n; i++)

{

next = -1;

for (j = i + 1; j < n; j++)

{

if (arr[i] > arr[j])

{

next = arr[j];

break;

}

}

cout << arr[i] << " -- "

<< next << endl;

}

}

// Driver Code

int main()

{

int arr[]= {11, 13, 21, 3};

int n = sizeof(arr) / sizeof(arr[0]);

printNSE(arr, n);

return 0;

}

**Output**

11 -- 3

13 -- 3

21 -- 3

3 -- -1

**Method 2 (Using Stack)**   
This problem is similar to [next greater element](https://www.geeksforgeeks.org/next-greater-element/). Here we maintain items in increasing order in the stack (instead of decreasing in next greater element problem).

1. Push the first element to stack.
2. Pick rest of the elements one by one and follow following steps in loop.
   * Mark the current element as *next*.
   * If stack is not empty, then compare *next* with stack top. If *next*is smaller than top then *next*is the NSE for the top. Keep popping from the stack while top is greater than *next*. *next* becomes the NSE for all such popped elements
   * Push *next* into the stack
3. After the loop in step 2 is over, pop all the elements from stack and print -1 as next element for them.

**Note:**To achieve same order, we use a stack of pairs, where first element is the value and second element is index of array element.

**Time Complexity: O(n)**

// A Stack based C++ program to find next

// smaller element for all array elements

#include <bits/stdc++.h>

using namespace std;

// prints NSE for elements of array arr[] of size n

void printNSE(int arr[], int n)

{

stack<pair<int, int> > s;

vector<int> ans(n);

// iterate for rest of the elements

for (int i = 0; i < n; i++) {

int next = arr[i];

// if stack is empty then this element can't be NSE

// for any other element, so just push it to stack

// so that we can find NSE for it, and continue

if (s.empty()) {

s.push({ next, i });

continue;

}

// while stack is not empty and the top element is

// greater than next

// a) NSE for top is next, use top's index to

// maintain original order

// b) pop the top element from stack

while (!s.empty() && s.top().first > next) {

ans[s.top().second] = next;

s.pop();

}

// push next to stack so that we can find NSE for it

s.push({ next, i });

}

// After iterating over the loop, the remaining elements

// in stack do not have any NSE, so set -1 for them

while (!s.empty()) {

ans[s.top().second] = -1;

s.pop();

}

for (int i = 0; i < n; i++) {

cout << arr[i] << " ---> " << ans[i] << endl;

}

}

// Driver program to test above functions

int main()

{

int arr[] = { 11, 13, 21, 3 };

int n = sizeof(arr) / sizeof(arr[0]);

printNSE(arr, n);

return 0;

}

**Output**

11 ---> 3

13 ---> 3

21 ---> 3

3 ---> -1